YMV 관리 프로그램 개발

1단계 : 엑셀 대용 + DB + 프린트 [ 자료 저장과 관리 ]

2단계 : 자동화 진행.

**핵심 사용기능**

**총무 기능**

* **구매품 관리**
  + 사무용품
  + 판매제품 (핫런너 및 판매용)
* **지출 요청서**
  + 결제 받기: 프린터 후 결제

**영업 기능**

* **견적서 관리**
  + 견적서 작성, 수정, 관리
  + 견적서 프린트, PDF

**기초 데이터**

* **제품 코드**
  + CSV로 업로드하여 사용

**설계 문서 작성 순서**

1. **시스템 아키텍처 설계**
   * 전체 구조도
   * 모듈 간 관계도
   * 데이터 흐름도
2. **데이터베이스 스키마 설계**
   * 테이블 구조
   * 관계도 (ERD)
   * 인덱스 설계
3. **기능별 상세 설계**
   * 각 기능의 세부 명세
   * 함수/클래스 설계
   * API 설계
4. **UI/UX 설계**
   * 화면 구성도
   * 메뉴 구조
   * 사용자 플로우
5. **개발 가이드라인**
   * 코딩 컨벤션
   * 파일 구조
   * 함수 명명 규칙

. **YMV 관리 프로그램 전체 설계 문서**

**📋 목차**
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**1. 시스템 아키텍처 설계**

**1.1 전체 구조도**

┌───────────────────────────────────┐

│ Frontend (Streamlit) │

├───────────────────────────────────┤

│ ┌─────────┐ ┌─────────┐ ┌─────────┐ │

│ │ 총무 │ │ 영업 │ │ 시스템 │ │

│ │ 모듈 │ │ 모듈 │ │ 관리 │ │

│ └─────────┘ └─────────┘ └─────────┘ │

├───────────────────────────────────┤

│ Shared Components │

│ ┌─────────┐ ┌─────────┐ ┌─────────┐ │

│ │ Auth │ │ Utils │ │Language │ │

│ └─────────┘ └─────────┘ └─────────┘ │

├────────────────────────────────────┤

│ Backend Services (Python) │

│ ┌─────────┐ ┌─────────┐ ┌─────────┐ │

│ │ DB │ │ File │ │ PDF │ │

│ │ Service │ │ Service │ │ Service │ │

│ └─────────┘ └─────────┘ └─────────┘ │

├───────────────────────────────────┤

│ Database (PostgreSQL) │

└──────────────────────────────────┘

**1.2 폴더 구조**

ymv\_management/

├── app/

│ ├── main.py # 메인 애플리케이션

│ ├── config/

│ │ ├── \_\_init\_\_.py

│ │ ├── database.py # DB 설정

│ │ ├── settings.py # 시스템 설정

│ │ └── constants.py # 상수 정의

│ ├── modules/

│ │ ├── \_\_init\_\_.py

│ │ ├── auth/

│ │ │ ├── \_\_init\_\_.py

│ │ │ ├── auth\_service.py # 인증 서비스

│ │ │ └── user\_management.py # 사용자 관리

│ │ ├── general\_affairs/ # 총무 모듈

│ │ │ ├── \_\_init\_\_.py

│ │ │ ├── purchase\_management.py # 구매 관리

│ │ │ └── expense\_request.py # 지출 요청서

│ │ ├── sales/ # 영업 모듈

│ │ │ ├── \_\_init\_\_.py

│ │ │ ├── quotation\_management.py # 견적서 관리

│ │ │ └── customer\_management.py # 고객 관리

│ │ └── system/ # 시스템 관리

│ │ ├── \_\_init\_\_.py

│ │ ├── product\_management.py # 제품 관리

│ │ └── code\_management.py # 코드 관리

│ ├── shared/

│ │ ├── \_\_init\_\_.py

│ │ ├── database.py # DB 연결

│ │ ├── utils.py # 공통 유틸

│ │ ├── file\_handler.py # 파일 처리

│ │ ├── pdf\_generator.py # PDF 생성

│ │ ├── language\_manager.py # 다국어 관리

│ │ └── components.py # UI 컴포넌트

│ └── static/

│ ├── css/

│ │ └── style.css

│ ├── js/

│ └── images/

├── database/

│ ├── schema.sql # DB 스키마

│ ├── initial\_data.sql # 초기 데이터

│ └── migrations/ # 마이그레이션

├── templates/ # 문서 템플릿

│ ├── quotation\_template.html # 견적서 템플릿

│ └── expense\_request\_template.html # 지출요청서 템플릿

├── uploads/ # 업로드 파일

├── exports/ # 내보내기 파일

├── requirements.txt

├── .env

└── README.md

**1.3 모듈 간 관계도**

**![](data:image/png;base64,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)**

**2. 데이터베이스 스키마 설계**

**2.1 핵심 테이블 목록**

**인증 및 사용자 관리**

* users - 사용자 정보
* user\_sessions - 세션 관리

**제품 및 코드 관리**

* product\_categories - 제품 카테고리
* products - 제품 마스터
* product\_codes - 제품 코드

**총무 관리**

* purchase\_categories - 구매 카테고리
* purchase\_items - 구매 품목
* expense\_requests - 지출 요청서

**영업 관리**

* customers - 고객 정보
* quotations - 견적서 헤더
* quotation\_items - 견적서 상세

**시스템 설정**

* system\_settings - 시스템 설정
* translations - 다국어 번역

**2.2 상세 스키마**

YMV 데이터베이스 스키마

-- YMV 관리 프로그램 데이터베이스 스키마

-- PostgreSQL 기준

-- 1. 인증 및 사용자 관리

CREATE TABLE users (

user\_id SERIAL PRIMARY KEY,

username VARCHAR(50) UNIQUE NOT NULL,

password\_hash VARCHAR(255) NOT NULL,

full\_name VARCHAR(100) NOT NULL,

email VARCHAR(100),

department VARCHAR(50),

position VARCHAR(50),

is\_active BOOLEAN DEFAULT true,

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

CREATE TABLE user\_sessions (

session\_id SERIAL PRIMARY KEY,

user\_id INTEGER REFERENCES users(user\_id),

session\_token VARCHAR(255) UNIQUE NOT NULL,

expires\_at TIMESTAMP NOT NULL,

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

-- 2. 제품 및 코드 관리

CREATE TABLE product\_categories (

category\_id SERIAL PRIMARY KEY,

category\_code VARCHAR(20) UNIQUE NOT NULL,

category\_name VARCHAR(100) NOT NULL,

parent\_id INTEGER REFERENCES product\_categories(category\_id),

level INTEGER CHECK (level >= 1 AND level <= 6),

sort\_order INTEGER DEFAULT 0,

is\_active BOOLEAN DEFAULT true,

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

CREATE TABLE products (

product\_id SERIAL PRIMARY KEY,

product\_code VARCHAR(50) UNIQUE NOT NULL,

product\_name VARCHAR(200) NOT NULL,

category\_id INTEGER REFERENCES product\_categories(category\_id),

specification TEXT,

unit VARCHAR(20) DEFAULT 'EA',

cost\_price DECIMAL(15,2),

selling\_price DECIMAL(15,2),

currency VARCHAR(3) DEFAULT 'USD',

is\_active BOOLEAN DEFAULT true,

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

-- 3. 총무 관리 - 구매 관리

CREATE TABLE purchase\_categories (

category\_id SERIAL PRIMARY KEY,

category\_name VARCHAR(50) NOT NULL, -- office, sales\_product, hotrunner

category\_name\_kr VARCHAR(50) NOT NULL,

description TEXT,

is\_active BOOLEAN DEFAULT true

);

CREATE TABLE purchase\_items (

item\_id SERIAL PRIMARY KEY,

item\_number VARCHAR(50) UNIQUE NOT NULL, -- YMV-Pyymmdd-count

category\_id INTEGER REFERENCES purchase\_categories(category\_id),

item\_name VARCHAR(200) NOT NULL,

quantity DECIMAL(10,2) NOT NULL,

unit VARCHAR(20) DEFAULT 'EA',

unit\_price DECIMAL(15,2),

total\_price DECIMAL(15,2),

currency VARCHAR(3) DEFAULT 'USD',

supplier\_name VARCHAR(200),

request\_date DATE NOT NULL,

needed\_date DATE,

status VARCHAR(20) DEFAULT 'pending', -- pending, approved, ordered, received

notes TEXT,

requested\_by INTEGER REFERENCES users(user\_id),

approved\_by INTEGER REFERENCES users(user\_id),

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

-- 4. 총무 관리 - 지출 요청서

CREATE TABLE expense\_requests (

request\_id SERIAL PRIMARY KEY,

request\_number VARCHAR(50) UNIQUE NOT NULL, -- YMV-Eyymmdd-count

request\_date DATE NOT NULL,

requester\_id INTEGER REFERENCES users(user\_id),

department VARCHAR(50),

expense\_type VARCHAR(50), -- business\_trip, office\_supply, entertainment, etc.

description TEXT NOT NULL,

amount DECIMAL(15,2) NOT NULL,

currency VARCHAR(3) DEFAULT 'USD',

payment\_method VARCHAR(50), -- cash, bank\_transfer, corporate\_card

status VARCHAR(20) DEFAULT 'pending', -- pending, approved, rejected, paid

approved\_by INTEGER REFERENCES users(user\_id),

approved\_at TIMESTAMP,

paid\_at TIMESTAMP,

notes TEXT,

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

-- 5. 영업 관리 - 고객 관리

CREATE TABLE customers (

customer\_id SERIAL PRIMARY KEY,

customer\_code VARCHAR(50) UNIQUE,

company\_name VARCHAR(200) NOT NULL,

contact\_person VARCHAR(100),

phone VARCHAR(50),

email VARCHAR(100),

address TEXT,

country VARCHAR(50),

business\_registration VARCHAR(50),

tax\_number VARCHAR(50),

payment\_terms INTEGER DEFAULT 30, -- 결제 조건 (일)

credit\_limit DECIMAL(15,2),

is\_active BOOLEAN DEFAULT true,

notes TEXT,

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

-- 6. 영업 관리 - 견적서

CREATE TABLE quotations (

quotation\_id SERIAL PRIMARY KEY,

quotation\_number VARCHAR(50) UNIQUE NOT NULL, -- YMV-Qyymmdd-count

customer\_id INTEGER REFERENCES customers(customer\_id),

quotation\_date DATE NOT NULL,

valid\_until DATE,

total\_amount DECIMAL(15,2),

currency VARCHAR(3) DEFAULT 'USD',

exchange\_rate DECIMAL(10,4) DEFAULT 1,

discount\_rate DECIMAL(5,2) DEFAULT 0,

tax\_rate DECIMAL(5,2) DEFAULT 0,

payment\_terms VARCHAR(200),

delivery\_terms VARCHAR(200),

notes TEXT,

status VARCHAR(20) DEFAULT 'draft', -- draft, sent, accepted, rejected, expired

created\_by INTEGER REFERENCES users(user\_id),

approved\_by INTEGER REFERENCES users(user\_id),

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

CREATE TABLE quotation\_items (

item\_id SERIAL PRIMARY KEY,

quotation\_id INTEGER REFERENCES quotations(quotation\_id),

product\_id INTEGER REFERENCES products(product\_id),

product\_code VARCHAR(50),

product\_name VARCHAR(200),

specification TEXT,

quantity DECIMAL(10,2) NOT NULL,

unit VARCHAR(20) DEFAULT 'EA',

unit\_price DECIMAL(15,2) NOT NULL,

total\_price DECIMAL(15,2) NOT NULL,

delivery\_days INTEGER,

sort\_order INTEGER DEFAULT 0

);

-- 7. 시스템 관리

CREATE TABLE system\_settings (

setting\_id SERIAL PRIMARY KEY,

setting\_key VARCHAR(100) UNIQUE NOT NULL,

setting\_value TEXT,

setting\_type VARCHAR(20) DEFAULT 'string', -- string, number, boolean, json

description TEXT,

updated\_by INTEGER REFERENCES users(user\_id),

updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP

);

CREATE TABLE translations (

translation\_id SERIAL PRIMARY KEY,

translation\_key VARCHAR(100) NOT NULL,

language\_code VARCHAR(5) NOT NULL, -- ko, en, vn

translation\_value TEXT NOT NULL,

module\_name VARCHAR(50),

created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,

UNIQUE(translation\_key, language\_code)

);

-- 8. 인덱스 생성

CREATE INDEX idx\_users\_username ON users(username);

CREATE INDEX idx\_users\_active ON users(is\_active);

CREATE INDEX idx\_products\_code ON products(product\_code);

CREATE INDEX idx\_products\_category ON products(category\_id);

CREATE INDEX idx\_products\_active ON products(is\_active);

CREATE INDEX idx\_purchase\_items\_number ON purchase\_items(item\_number);

CREATE INDEX idx\_purchase\_items\_status ON purchase\_items(status);

CREATE INDEX idx\_purchase\_items\_date ON purchase\_items(request\_date);

CREATE INDEX idx\_expense\_requests\_number ON expense\_requests(request\_number);

CREATE INDEX idx\_expense\_requests\_status ON expense\_requests(status);

CREATE INDEX idx\_expense\_requests\_date ON expense\_requests(request\_date);

CREATE INDEX idx\_quotations\_number ON quotations(quotation\_number);

CREATE INDEX idx\_quotations\_customer ON quotations(customer\_id);

CREATE INDEX idx\_quotations\_status ON quotations(status);

CREATE INDEX idx\_quotations\_date ON quotations(quotation\_date);

CREATE INDEX idx\_customers\_code ON customers(customer\_code);

CREATE INDEX idx\_customers\_active ON customers(is\_active);

-- 9. 초기 데이터 삽입

-- Master 사용자

INSERT INTO users (username, password\_hash, full\_name, department, position)

VALUES ('Master', '$2b$12$LQv3c1yqBWVHxkd0LHAkCOYz6TtxMQJqhN8/LewAm4A6/YY3z.k.i', 'System Master', 'IT', 'Master');

-- 구매 카테고리

INSERT INTO purchase\_categories (category\_name, category\_name\_kr, description) VALUES

('office', '사무용품', '사무실에서 사용하는 일반 용품'),

('sales\_product', '판매제품', '판매를 위한 제품'),

('hotrunner', '핫런너', '핫런너 관련 제품 및 부품');

-- 시스템 설정

INSERT INTO system\_settings (setting\_key, setting\_value, setting\_type, description) VALUES

('company\_name', 'YMV Company', 'string', '회사명'),

('default\_currency', 'USD', 'string', '기본 통화'),

('default\_language', 'ko', 'string', '기본 언어'),

('quotation\_validity\_days', '30', 'number', '견적서 유효기간 (일)'),

('auto\_approve\_limit', '1000', 'number', '자동 승인 한도 (USD)');

-- 기본 번역 데이터

INSERT INTO translations (translation\_key, language\_code, translation\_value, module\_name) VALUES

('menu\_dashboard', 'ko', '대시보드', 'common'),

('menu\_general\_affairs', 'ko', '총무', 'common'),

('menu\_sales', 'ko', '영업', 'common'),

('menu\_system', 'ko', '시스템 관리', 'common'),

('menu\_purchase', 'ko', '구매 관리', 'general\_affairs'),

('menu\_expense', 'ko', '지출 요청', 'general\_affairs'),

('menu\_quotation', 'ko', '견적서 관리', 'sales'),

('menu\_customer', 'ko', '고객 관리', 'sales'),

('menu\_product', 'ko', '제품 관리', 'system'),

('btn\_save', 'ko', '저장', 'common'),

('btn\_cancel', 'ko', '취소', 'common'),

('btn\_edit', 'ko', '수정', 'common'),

('btn\_delete', 'ko', '삭제', 'common'),

('btn\_print', 'ko', '인쇄', 'common'),

('btn\_export', 'ko', '내보내기', 'common'),

('status\_pending', 'ko', '대기중', 'common'),

('status\_approved', 'ko', '승인됨', 'common'),

('status\_rejected', 'ko', '거부됨', 'common');

**2.3 ERD (Entity Relationship Diagram)**
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**3. 기능별 상세 설계**

**3.1 인증 시스템 (Authentication)**

*# 인증 시스템 함수 설계*

*# modules/auth/auth\_service.py*

import hashlib

import secrets

import bcrypt

from datetime import datetime, timedelta

from typing import Optional, Dict, Any

class AuthService:

"""인증 서비스 클래스"""

def \_\_init\_\_(self, db\_connection):

self.db = db\_connection

self.session\_duration = timedelta(hours=8) *# 8시간 세션*

def hash\_password(self, password: str) -> str:

"""비밀번호 해시화"""

salt = bcrypt.gensalt()

hashed = bcrypt.hashpw(password.encode('utf-8'), salt)

return hashed.decode('utf-8')

def verify\_password(self, password: str, hashed: str) -> bool:

"""비밀번호 검증"""

return bcrypt.checkpw(password.encode('utf-8'), hashed.encode('utf-8'))

def generate\_session\_token(self) -> str:

"""세션 토큰 생성"""

return secrets.token\_urlsafe(32)

def login(self, username: str, password: str) -> Optional[Dict[str, Any]]:

"""사용자 로그인"""

try:

*# 사용자 조회*

query = """

SELECT user\_id, username, password\_hash, full\_name,

department, position, is\_active

FROM users

WHERE username = %s AND is\_active = true

"""

result = self.db.execute\_query(query, (username,))

if not result:

return None

user = result[0]

*# 비밀번호 검증*

if not self.verify\_password(password, user['password\_hash']):

return None

*# 세션 토큰 생성*

session\_token = self.generate\_session\_token()

expires\_at = datetime.now() + self.session\_duration

*# 세션 저장*

session\_query = """

INSERT INTO user\_sessions (user\_id, session\_token, expires\_at)

VALUES (%s, %s, %s)

"""

self.db.execute\_query(session\_query, (user['user\_id'], session\_token, expires\_at))

*# 사용자 정보 반환 (비밀번호 제외)*

user\_info = {

'user\_id': user['user\_id'],

'username': user['username'],

'full\_name': user['full\_name'],

'department': user['department'],

'position': user['position'],

'session\_token': session\_token,

'expires\_at': expires\_at

}

return user\_info

except Exception as e:

print(f"Login error: {e}")

return None

def logout(self, session\_token: str) -> bool:

"""사용자 로그아웃"""

try:

query = "DELETE FROM user\_sessions WHERE session\_token = %s"

self.db.execute\_query(query, (session\_token,))

return True

except Exception as e:

print(f"Logout error: {e}")

return False

def validate\_session(self, session\_token: str) -> Optional[Dict[str, Any]]:

"""세션 검증"""

try:

query = """

SELECT us.user\_id, us.expires\_at, u.username, u.full\_name,

u.department, u.position

FROM user\_sessions us

JOIN users u ON us.user\_id = u.user\_id

WHERE us.session\_token = %s AND us.expires\_at > %s

"""

result = self.db.execute\_query(query, (session\_token, datetime.now()))

if result:

return result[0]

return None

except Exception as e:

print(f"Session validation error: {e}")

return None

def cleanup\_expired\_sessions(self):

"""만료된 세션 정리"""

try:

query = "DELETE FROM user\_sessions WHERE expires\_at < %s"

self.db.execute\_query(query, (datetime.now(),))

except Exception as e:

print(f"Session cleanup error: {e}")

def change\_password(self, user\_id: int, old\_password: str, new\_password: str) -> bool:

"""비밀번호 변경"""

try:

*# 현재 비밀번호 확인*

query = "SELECT password\_hash FROM users WHERE user\_id = %s"

result = self.db.execute\_query(query, (user\_id,))

if not result:

return False

if not self.verify\_password(old\_password, result[0]['password\_hash']):

return False

*# 새 비밀번호 해시화*

new\_hash = self.hash\_password(new\_password)

*# 비밀번호 업데이트*

update\_query = """

UPDATE users

SET password\_hash = %s, updated\_at = %s

WHERE user\_id = %s

"""

self.db.execute\_query(update\_query, (new\_hash, datetime.now(), user\_id))

return True

except Exception as e:

print(f"Password change error: {e}")

return False

def is\_master\_user(self, username: str) -> bool:

"""마스터 사용자 확인"""

return username.lower() == 'master'

*# 인증 관련 유틸리티 함수들*

def require\_login(func):

"""로그인 필요 데코레이터"""

def wrapper(\*args, \*\*kwargs):

if 'user\_info' not in st.session\_state:

st.error("로그인이 필요합니다.")

st.stop()

return func(\*args, \*\*kwargs)

return wrapper

def require\_master(func):

"""마스터 권한 필요 데코레이터"""

def wrapper(\*args, \*\*kwargs):

if 'user\_info' not in st.session\_state:

st.error("로그인이 필요합니다.")

st.stop()

if st.session\_state.user\_info['username'].lower() != 'master':

st.error("마스터 권한이 필요합니다.")

st.stop()

return func(\*args, \*\*kwargs)

return wrapper

**3.2 제품 관리 시스템 (Product Management)**

*# 제품 관리 시스템 함수 설계*

*# modules/system/product\_management.py*

import pandas as pd

import io

from typing import List, Dict, Any, Optional

from datetime import datetime

class ProductManagement:

"""제품 관리 클래스"""

def \_\_init\_\_(self, db\_connection):

self.db = db\_connection

def generate\_product\_code(self, category\_id: int, sequence: int = None) -> str:

"""제품 코드 자동 생성

Args:

category\_id: 카테고리 ID

sequence: 시퀀스 번호 (없으면 자동 생성)

Returns:

생성된 제품 코드 (예: CAT01-001)

"""

try:

*# 카테고리 코드 조회*

category\_query = """

SELECT category\_code FROM product\_categories

WHERE category\_id = %s

"""

category\_result = self.db.execute\_query(category\_query, (category\_id,))

if not category\_result:

raise ValueError("Invalid category ID")

category\_code = category\_result[0]['category\_code']

*# 시퀀스 번호 생성 (없는 경우)*

if sequence is None:

sequence\_query = """

SELECT COUNT(\*) + 1 as next\_seq

FROM products p

JOIN product\_categories pc ON p.category\_id = pc.category\_id

WHERE pc.category\_code = %s

"""

seq\_result = self.db.execute\_query(sequence\_query, (category\_code,))

sequence = seq\_result[0]['next\_seq']

return f"{category\_code}-{sequence:03d}"

except Exception as e:

print(f"Product code generation error: {e}")

return None

def create\_product(self, product\_data: Dict[str, Any]) -> bool:

"""제품 생성

Args:

product\_data: 제품 정보 딕셔너리

- product\_name: 제품명

- category\_id: 카테고리 ID

- specification: 사양

- unit: 단위

- cost\_price: 원가

- selling\_price: 판매가

- currency: 통화

Returns:

성공 여부

"""

try:

*# 제품 코드 생성*

product\_code = self.generate\_product\_code(product\_data['category\_id'])

if not product\_code:

return False

insert\_query = """

INSERT INTO products (

product\_code, product\_name, category\_id, specification,

unit, cost\_price, selling\_price, currency, created\_at

) VALUES (

%s, %s, %s, %s, %s, %s, %s, %s, %s

)

"""

values = (

product\_code,

product\_data['product\_name'],

product\_data['category\_id'],

product\_data.get('specification', ''),

product\_data.get('unit', 'EA'),

product\_data.get('cost\_price', 0),

product\_data.get('selling\_price', 0),

product\_data.get('currency', 'USD'),

datetime.now()

)

self.db.execute\_query(insert\_query, values)

return True

except Exception as e:

print(f"Product creation error: {e}")

return False

def get\_products(self, filters: Dict[str, Any] = None) -> List[Dict[str, Any]]:

"""제품 목록 조회

Args:

filters: 필터 조건

- category\_id: 카테고리 ID

- is\_active: 활성 상태

- search\_term: 검색어

Returns:

제품 목록

"""

try:

base\_query = """

SELECT p.product\_id, p.product\_code, p.product\_name,

pc.category\_name, p.specification, p.unit,

p.cost\_price, p.selling\_price, p.currency,

p.is\_active, p.created\_at

FROM products p

LEFT JOIN product\_categories pc ON p.category\_id = pc.category\_id

WHERE 1=1

"""

params = []

if filters:

if 'category\_id' in filters and filters['category\_id']:

base\_query += " AND p.category\_id = %s"

params.append(filters['category\_id'])

if 'is\_active' in filters:

base\_query += " AND p.is\_active = %s"

params.append(filters['is\_active'])

if 'search\_term' in filters and filters['search\_term']:

base\_query += " AND (p.product\_name ILIKE %s OR p.product\_code ILIKE %s)"

search\_param = f"%{filters['search\_term']}%"

params.extend([search\_param, search\_param])

base\_query += " ORDER BY p.product\_code"

return self.db.execute\_query(base\_query, params)

except Exception as e:

print(f"Get products error: {e}")

return []

def get\_product\_by\_id(self, product\_id: int) -> Optional[Dict[str, Any]]:

"""제품 상세 조회"""

try:

query = """

SELECT p.\*, pc.category\_name

FROM products p

LEFT JOIN product\_categories pc ON p.category\_id = pc.category\_id

WHERE p.product\_id = %s

"""

result = self.db.execute\_query(query, (product\_id,))

return result[0] if result else None

except Exception as e:

print(f"Get product by ID error: {e}")

return None

def update\_product(self, product\_id: int, product\_data: Dict[str, Any]) -> bool:

"""제품 정보 수정"""

try:

update\_query = """

UPDATE products SET

product\_name = %s,

category\_id = %s,

specification = %s,

unit = %s,

cost\_price = %s,

selling\_price = %s,

currency = %s,

updated\_at = %s

WHERE product\_id = %s

"""

values = (

product\_data['product\_name'],

product\_data['category\_id'],

product\_data.get('specification', ''),

product\_data.get('unit', 'EA'),

product\_data.get('cost\_price', 0),

product\_data.get('selling\_price', 0),

product\_data.get('currency', 'USD'),

datetime.now(),

product\_id

)

self.db.execute\_query(update\_query, values)

return True

except Exception as e:

print(f"Product update error: {e}")

return False

def delete\_product(self, product\_id: int) -> bool:

"""제품 삭제 (소프트 삭제)"""

try:

query = """

UPDATE products

SET is\_active = false, updated\_at = %s

WHERE product\_id = %s

"""

self.db.execute\_query(query, (datetime.now(), product\_id))

return True

except Exception as e:

print(f"Product deletion error: {e}")

return False

def import\_products\_from\_csv(self, csv\_file) -> Dict[str, Any]:

"""CSV 파일에서 제품 데이터 가져오기

Args:

csv\_file: 업로드된 CSV 파일

Returns:

처리 결과 (성공/실패 건수, 오류 목록)

"""

try:

*# CSV 파일 읽기*

df = pd.read\_csv(csv\_file)

*# 필수 컬럼 확인*

required\_columns = ['product\_name', 'category\_code']

missing\_columns = [col for col in required\_columns if col not in df.columns]

if missing\_columns:

return {

'success': False,

'message': f"필수 컬럼이 없습니다: {', '.join(missing\_columns)}"

}

success\_count = 0

error\_count = 0

errors = []

for index, row in df.iterrows():

try:

*# 카테고리 ID 조회*

category\_query = """

SELECT category\_id FROM product\_categories

WHERE category\_code = %s AND is\_active = true

"""

category\_result = self.db.execute\_query(

category\_query, (row['category\_code'],)

)

if not category\_result:

errors.append(f"행 {index + 1}: 카테고리 코드 '{row['category\_code']}'를 찾을 수 없습니다.")

error\_count += 1

continue

*# 제품 데이터 준비*

product\_data = {

'product\_name': row['product\_name'],

'category\_id': category\_result[0]['category\_id'],

'specification': row.get('specification', ''),

'unit': row.get('unit', 'EA'),

'cost\_price': float(row.get('cost\_price', 0)),

'selling\_price': float(row.get('selling\_price', 0)),

'currency': row.get('currency', 'USD')

}

*# 제품 생성*

if self.create\_product(product\_data):

success\_count += 1

else:

errors.append(f"행 {index + 1}: 제품 생성 실패")

error\_count += 1

except Exception as e:

errors.append(f"행 {index + 1}: {str(e)}")

error\_count += 1

return {

'success': True,

'success\_count': success\_count,

'error\_count': error\_count,

'errors': errors

}

except Exception as e:

return {

'success': False,

'message': f"CSV 파일 처리 오류: {str(e)}"

}

def export\_products\_to\_csv(self, filters: Dict[str, Any] = None) -> io.StringIO:

"""제품 데이터를 CSV로 내보내기"""

try:

products = self.get\_products(filters)

*# DataFrame 생성*

df = pd.DataFrame(products)

*# 컬럼 순서 및 이름 정리*

if not df.empty:

df = df[['product\_code', 'product\_name', 'category\_name',

'specification', 'unit', 'cost\_price', 'selling\_price',

'currency', 'is\_active']]

df.columns = ['제품코드', '제품명', '카테고리', '사양', '단위',

'원가', '판매가', '통화', '활성상태']

*# CSV 문자열로 변환*

output = io.StringIO()

df.to\_csv(output, index=False, encoding='utf-8-sig')

output.seek(0)

return output

except Exception as e:

print(f"Export products error: {e}")

return None

class CategoryManagement:

"""제품 카테고리 관리 클래스"""

def \_\_init\_\_(self, db\_connection):

self.db = db\_connection

def create\_category(self, category\_data: Dict[str, Any]) -> bool:

"""카테고리 생성"""

try:

insert\_query = """

INSERT INTO product\_categories (

category\_code, category\_name, parent\_id, level, sort\_order

) VALUES (%s, %s, %s, %s, %s)

"""

values = (

category\_data['category\_code'],

category\_data['category\_name'],

category\_data.get('parent\_id'),

category\_data['level'],

category\_data.get('sort\_order', 0)

)

self.db.execute\_query(insert\_query, values)

return True

except Exception as e:

print(f"Category creation error: {e}")

return False

def get\_categories\_tree(self) -> List[Dict[str, Any]]:

"""카테고리 트리 구조 조회"""

try:

query = """

SELECT category\_id, category\_code, category\_name,

parent\_id, level, sort\_order, is\_active

FROM product\_categories

WHERE is\_active = true

ORDER BY level, sort\_order, category\_name

"""

return self.db.execute\_query(query)

except Exception as e:

print(f"Get categories tree error: {e}")

return []

def get\_categories\_by\_level(self, level: int) -> List[Dict[str, Any]]:

"""레벨별 카테고리 조회"""

try:

query = """

SELECT category\_id, category\_code, category\_name, parent\_id

FROM product\_categories

WHERE level = %s AND is\_active = true

ORDER BY sort\_order, category\_name

"""

return self.db.execute\_query(query, (level,))

except Exception as e:

print(f"Get categories by level error: {e}")

return []

**3.3 견적서 관리 시스템 (Quotation Management)**

**# 견적서 관리 시스템 함수 설계**

**# modules/sales/quotation\_management.py**

**from typing import List, Dict, Any, Optional**

**from datetime import datetime, timedelta**

**import re**

**class QuotationManagement:**

**"""견적서 관리 클래스"""**

**def \_\_init\_\_(self, db\_connection):**

**self.db = db\_connection**

**self.default\_validity\_days = 30**

**def generate\_quotation\_number(self, date: datetime = None) -> str:**

**"""견적서 번호 자동 생성**

**Format: YMV-Qyymmdd-count**

**Args:**

**date: 견적서 날짜 (기본값: 오늘)**

**Returns:**

**생성된 견적서 번호**

**"""**

**try:**

**if date is None:**

**date = datetime.now()**

**# 날짜 포맷 (yymmdd)**

**date\_str = date.strftime("%y%m%d")**

**# 해당 날짜의 견적서 개수 조회**

**count\_query = """**

**SELECT COUNT(\*) as count**

**FROM quotations**

**WHERE quotation\_number LIKE %s**

**"""**

**pattern = f"YMV-Q{date\_str}-%"**

**result = self.db.execute\_query(count\_query, (pattern,))**

**count = result[0]['count'] + 1**

**return f"YMV-Q{date\_str}-{count:03d}"**

**except Exception as e:**

**print(f"Quotation number generation error: {e}")**

**return None**

**def create\_quotation(self, quotation\_data: Dict[str, Any], items: List[Dict[str, Any]]) -> Optional[int]:**

**"""견적서 생성**

**Args:**

**quotation\_data: 견적서 헤더 정보**

**items: 견적서 상세 항목 리스트**

**Returns:**

**생성된 견적서 ID (실패시 None)**

**"""**

**try:**

**# 견적서 번호 생성**

**quotation\_number = self.generate\_quotation\_number(quotation\_data.get('quotation\_date'))**

**if not quotation\_number:**

**return None**

**# 유효기간 계산**

**quotation\_date = quotation\_data.get('quotation\_date', datetime.now().date())**

**valid\_until = quotation\_date + timedelta(days=self.default\_validity\_days)**

**# 총액 계산**

**total\_amount = sum(item['total\_price'] for item in items)**

**# 견적서 헤더 생성**

**header\_query = """**

**INSERT INTO quotations (**

**quotation\_number, customer\_id, quotation\_date, valid\_until,**

**total\_amount, currency, exchange\_rate, discount\_rate, tax\_rate,**

**payment\_terms, delivery\_terms, notes, status, created\_by, created\_at**

**) VALUES (**

**%s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s**

**) RETURNING quotation\_id**

**"""**

**header\_values = (**

**quotation\_number,**

**quotation\_data['customer\_id'],**

**quotation\_date,**

**valid\_until,**

**total\_amount,**

**quotation\_data.get('currency', 'USD'),**

**quotation\_data.get('exchange\_rate', 1.0),**

**quotation\_data.get('discount\_rate', 0),**

**quotation\_data.get('tax\_rate', 0),**

**quotation\_data.get('payment\_terms', ''),**

**quotation\_data.get('delivery\_terms', ''),**

**quotation\_data.get('notes', ''),**

**'draft',**

**quotation\_data['created\_by'],**

**datetime.now()**

**)**

**result = self.db.execute\_query(header\_query, header\_values)**

**quotation\_id = result[0]['quotation\_id']**

**# 견적서 상세 항목 생성**

**for sort\_order, item in enumerate(items, 1):**

**item\_query = """**

**INSERT INTO quotation\_items (**

**quotation\_id, product\_id, product\_code, product\_name,**

**specification, quantity, unit, unit\_price, total\_price,**

**delivery\_days, sort\_order**

**) VALUES (**

**%s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s**

**)**

**"""**

**item\_values = (**

**quotation\_id,**

**item.get('product\_id'),**

**item['product\_code'],**

**item['product\_name'],**

**item.get('specification', ''),**

**item['quantity'],**

**item.get('unit', 'EA'),**

**item['unit\_price'],**

**item['total\_price'],**

**item.get('delivery\_days'),**

**sort\_order**

**)**

**self.db.execute\_query(item\_query, item\_values)**

**return quotation\_id**

**except Exception as e:**

**print(f"Quotation creation error: {e}")**

**return None**

**def get\_quotations(self, filters: Dict[str, Any] = None) -> List[Dict[str, Any]]:**

**"""견적서 목록 조회**

**Args:**

**filters: 필터 조건**

**- customer\_id: 고객 ID**

**- status: 상태**

**- date\_from: 시작 날짜**

**- date\_to: 종료 날짜**

**- search\_term: 검색어**

**Returns:**

**견적서 목록**

**"""**

**try:**

**base\_query = """**

**SELECT q.quotation\_id, q.quotation\_number, q.quotation\_date,**

**q.valid\_until, q.total\_amount, q.currency, q.status,**

**c.company\_name, u.full\_name as created\_by\_name,**

**q.created\_at**

**FROM quotations q**

**LEFT JOIN customers c ON q.customer\_id = c.customer\_id**

**LEFT JOIN users u ON q.created\_by = u.user\_id**

**WHERE 1=1**

**"""**

**params = []**

**if filters:**

**if 'customer\_id' in filters and filters['customer\_id']:**

**base\_query += " AND q.customer\_id = %s"**

**params.append(filters['customer\_id'])**

**if 'status' in filters and filters['status']:**

**base\_query += " AND q.status = %s"**

**params.append(filters['status'])**

**if 'date\_from' in filters and filters['date\_from']:**

**base\_query += " AND q.quotation\_date >= %s"**

**params.append(filters['date\_from'])**

**if 'date\_to' in filters and filters['date\_to']:**

**base\_query += " AND q.quotation\_date <= %s"**

**params.append(filters['date\_to'])**

**if 'search\_term' in filters and filters['search\_term']:**

**base\_query += " AND (q.quotation\_number ILIKE %s OR c.company\_name ILIKE %s)"**

**search\_param = f"%{filters['search\_term']}%"**

**params.extend([search\_param, search\_param])**

**base\_query += " ORDER BY q.quotation\_date DESC, q.quotation\_number DESC"**

**return self.db.execute\_query(base\_query, params)**

**except Exception as e:**

**print(f"Get quotations error: {e}")**

**return []**

**def get\_quotation\_details(self, quotation\_id: int) -> Optional[Dict[str, Any]]:**

**"""견적서 상세 조회**

**Args:**

**quotation\_id: 견적서 ID**

**Returns:**

**견적서 상세 정보 (헤더 + 항목)**

**"""**

**try:**

**# 헤더 정보 조회**

**header\_query = """**

**SELECT q.\*, c.company\_name, c.contact\_person, c.phone, c.email,**

**c.address, u.full\_name as created\_by\_name**

**FROM quotations q**

**LEFT JOIN customers c ON q.customer\_id = c.customer\_id**

**LEFT JOIN users u ON q.created\_by = u.user\_id**

**WHERE q.quotation\_id = %s**

**"""**

**header\_result = self.db.execute\_query(header\_query, (quotation\_id,))**

**if not header\_result:**

**return None**

**header = header\_result[0]**

**# 상세 항목 조회**

**items\_query = """**

**SELECT qi.\*, p.specification as product\_specification**

**FROM quotation\_items qi**

**LEFT JOIN products p ON qi.product\_id = p.product\_id**

**WHERE qi.quotation\_id = %s**

**ORDER BY qi.sort\_order**

**"""**

**items = self.db.execute\_query(items\_query, (quotation\_id,))**

**return {**

**'header': header,**

**'items': items**

**}**

**except Exception as e:**

**print(f"Get quotation details error: {e}")**

**return None**

**def update\_quotation(self, quotation\_id: int, quotation\_data: Dict[str, Any],**

**items: List[Dict[str, Any]]) -> bool:**

**"""견적서 수정"""**

**try:**

**# 총액 재계산**

**total\_amount = sum(item['total\_price'] for item in items)**

**# 헤더 업데이트**

**header\_query = """**

**UPDATE quotations SET**

**customer\_id = %s,**

**quotation\_date = %s,**

**valid\_until = %s,**

**total\_amount = %s,**

**currency = %s,**

**exchange\_rate = %s,**

**discount\_rate = %s,**

**tax\_rate = %s,**

**payment\_terms = %s,**

**delivery\_terms = %s,**

**notes = %s,**

**updated\_at = %s**

**WHERE quotation\_id = %s**

**"""**

**header\_values = (**

**quotation\_data['customer\_id'],**

**quotation\_data['quotation\_date'],**

**quotation\_data['valid\_until'],**

**total\_amount,**

**quotation\_data.get('currency', 'USD'),**

**quotation\_data.get('exchange\_rate', 1.0),**

**quotation\_data.get('discount\_rate', 0),**

**quotation\_data.get('tax\_rate', 0),**

**quotation\_data.get('payment\_terms', ''),**

**quotation\_data.get('delivery\_terms', ''),**

**quotation\_data.get('notes', ''),**

**datetime.now(),**

**quotation\_id**

**)**

**self.db.execute\_query(header\_query, header\_values)**

**# 기존 상세 항목 삭제**

**delete\_items\_query = "DELETE FROM quotation\_items WHERE quotation\_id = %s"**

**self.db.execute\_query(delete\_items\_query, (quotation\_id,))**

**# 새로운 상세 항목 추가**

**for sort\_order, item in enumerate(items, 1):**

**item\_query = """**

**INSERT INTO quotation\_items (**

**quotation\_id, product\_id, product\_code, product\_name,**

**specification, quantity, unit, unit\_price, total\_price,**

**delivery\_days, sort\_order**

**) VALUES (**

**%s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s**

**)**

**"""**

**item\_values = (**

**quotation\_id,**

**item.get('product\_id'),**

**item['product\_code'],**

**item['product\_name'],**

**item.get('specification', ''),**

**item['quantity'],**

**item.get('unit', 'EA'),**

**item['unit\_price'],**

**item['total\_price'],**

**item.get('delivery\_days'),**

**sort\_order**

**)**

**self.db.execute\_query(item\_query, item\_values)**

**return True**

**except Exception as e:**

**print(f"Quotation update error: {e}")**

**return False**

**def update\_quotation\_status(self, quotation\_id: int, status: str) -> bool:**

**"""견적서 상태 변경"""**

**try:**

**query = """**

**UPDATE quotations**

**SET status = %s, updated\_at = %s**

**WHERE quotation\_id = %s**

**"""**

**self.db.execute\_query(query, (status, datetime.now(), quotation\_id))**

**return True**

**except Exception as e:**

**print(f"Quotation status update error: {e}")**

**return False**

**def delete\_quotation(self, quotation\_id: int) -> bool:**

**"""견적서 삭제"""**

**try:**

**# 상세 항목 삭제**

**delete\_items\_query = "DELETE FROM quotation\_items WHERE quotation\_id = %s"**

**self.db.execute\_query(delete\_items\_query, (quotation\_id,))**

**# 헤더 삭제**

**delete\_header\_query = "DELETE FROM quotations WHERE quotation\_id = %s"**

**self.db.execute\_query(delete\_header\_query, (quotation\_id,))**

**return True**

**except Exception as e:**

**print(f"Quotation deletion error: {e}")**

**return False**

**def get\_quotation\_statistics(self, year: int = None, month: int = None) -> Dict[str, Any]:**

**"""견적서 통계 조회"""**

**try:**

**base\_query = """**

**SELECT**

**COUNT(\*) as total\_count,**

**COUNT(CASE WHEN status = 'draft' THEN 1 END) as draft\_count,**

**COUNT(CASE WHEN status = 'sent' THEN 1 END) as sent\_count,**

**COUNT(CASE WHEN status = 'accepted' THEN 1 END) as accepted\_count,**

**COUNT(CASE WHEN status = 'rejected' THEN 1 END) as rejected\_count,**

**SUM(total\_amount) as total\_amount,**

**SUM(CASE WHEN status = 'accepted' THEN total\_amount ELSE 0 END) as accepted\_amount**

**FROM quotations**

**WHERE 1=1**

**"""**

**params = []**

**if year:**

**base\_query += " AND EXTRACT(YEAR FROM quotation\_date) = %s"**

**params.append(year)**

**if month:**

**base\_query += " AND EXTRACT(MONTH FROM quotation\_date) = %s"**

**params.append(month)**

**result = self.db.execute\_query(base\_query, params)**

**return result[0] if result else {}**

**except Exception as e:**

**print(f"Quotation statistics error: {e}")**

**return {}**

**class QuotationValidator:**

**"""견적서 유효성 검증 클래스"""**

**@staticmethod**

**def validate\_quotation\_data(data: Dict[str, Any]) -> List[str]:**

**"""견적서 데이터 유효성 검증**

**Returns:**

**오류 메시지 목록 (빈 리스트면 유효함)**

**"""**

**errors = []**

**# 필수 필드 검증**

**required\_fields = ['customer\_id', 'quotation\_date']**

**for field in required\_fields:**

**if field not in data or not data[field]:**

**errors.append(f"{field}는 필수 입력 항목입니다.")**

**# 날짜 검증**

**if 'quotation\_date' in data and data['quotation\_date']:**

**if data['quotation\_date'] > datetime.now().date():**

**errors.append("견적일은 오늘 이후 날짜일 수 없습니다.")**

**# 환율 검증**

**if 'exchange\_rate' in data and data['exchange\_rate']:**

**if data['exchange\_rate'] <= 0:**

**errors.append("환율은 0보다 큰 값이어야 합니다.")**

**# 할인율 검증**

**if 'discount\_rate' in data and data['discount\_rate']:**

**if not (0 <= data['discount\_rate'] <= 100):**

**errors.append("할인율은 0-100% 사이의 값이어야 합니다.")**

**return errors**

**@staticmethod**

**def validate\_quotation\_items(items: List[Dict[str, Any]]) -> List[str]:**

**"""견적서 항목 유효성 검증"""**

**errors = []**

**if not items:**

**errors.append("견적서 항목이 없습니다.")**

**return errors**

**for i, item in enumerate(items, 1):**

**# 필수 필드 검증**

**required\_fields = ['product\_code', 'product\_name', 'quantity', 'unit\_price']**

**for field in required\_fields:**

**if field not in item or not item[field]:**

**errors.append(f"항목 {i}: {field}는 필수 입력입니다.")**

**# 수량 검증**

**if 'quantity' in item and item['quantity']:**

**if item['quantity'] <= 0:**

**errors.append(f"항목 {i}: 수량은 0보다 큰 값이어야 합니다.")**

**# 단가 검증**

**if 'unit\_price' in item and item['unit\_price']:**

**if item['unit\_price'] <= 0:**

**errors.append(f"항목 {i}: 단가는 0보다 큰 값이어야 합니다.")**

**return errors**

**3.4 구매 관리 시스템 (Purchase Management)**

**# 구매 관리 시스템 함수 설계**

**# modules/general\_affairs/purchase\_management.py**

**from typing import List, Dict, Any, Optional**

**from datetime import datetime, timedelta**

**import pandas as pd**

**import io**

**class PurchaseManagement:**

**"""구매 관리 클래스"""**

**def \_\_init\_\_(self, db\_connection):**

**self.db = db\_connection**

**def generate\_purchase\_number(self, date: datetime = None) -> str:**

**"""구매 번호 자동 생성**

**Format: YMV-Pyymmdd-count**

**Args:**

**date: 구매 요청 날짜 (기본값: 오늘)**

**Returns:**

**생성된 구매 번호**

**"""**

**try:**

**if date is None:**

**date = datetime.now()**

**# 날짜 포맷 (yymmdd)**

**date\_str = date.strftime("%y%m%d")**

**# 해당 날짜의 구매 요청 개수 조회**

**count\_query = """**

**SELECT COUNT(\*) as count**

**FROM purchase\_items**

**WHERE item\_number LIKE %s**

**"""**

**pattern = f"YMV-P{date\_str}-%"**

**result = self.db.execute\_query(count\_query, (pattern,))**

**count = result[0]['count'] + 1**

**return f"YMV-P{date\_str}-{count:03d}"**

**except Exception as e:**

**print(f"Purchase number generation error: {e}")**

**return None**

**def create\_purchase\_item(self, purchase\_data: Dict[str, Any]) -> Optional[int]:**

**"""구매 품목 생성**

**Args:**

**purchase\_data: 구매 품목 정보**

**- category\_id: 구매 카테고리 ID**

**- item\_name: 품목명**

**- quantity: 수량**

**- unit: 단위**

**- unit\_price: 단가**

**- supplier\_name: 공급업체**

**- request\_date: 요청일**

**- needed\_date: 필요일**

**- notes: 비고**

**- requested\_by: 요청자 ID**

**Returns:**

**생성된 구매 품목 ID (실패시 None)**

**"""**

**try:**

**# 구매 번호 생성**

**item\_number = self.generate\_purchase\_number(purchase\_data.get('request\_date'))**

**if not item\_number:**

**return None**

**# 총 금액 계산**

**total\_price = purchase\_data['quantity'] \* purchase\_data['unit\_price']**

**insert\_query = """**

**INSERT INTO purchase\_items (**

**item\_number, category\_id, item\_name, quantity, unit,**

**unit\_price, total\_price, currency, supplier\_name,**

**request\_date, needed\_date, notes, requested\_by, created\_at**

**) VALUES (**

**%s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s**

**) RETURNING item\_id**

**"""**

**values = (**

**item\_number,**

**purchase\_data['category\_id'],**

**purchase\_data['item\_name'],**

**purchase\_data['quantity'],**

**purchase\_data.get('unit', 'EA'),**

**purchase\_data['unit\_price'],**

**total\_price,**

**purchase\_data.get('currency', 'USD'),**

**purchase\_data.get('supplier\_name', ''),**

**purchase\_data['request\_date'],**

**purchase\_data.get('needed\_date'),**

**purchase\_data.get('notes', ''),**

**purchase\_data['requested\_by'],**

**datetime.now()**

**)**

**result = self.db.execute\_query(insert\_query, values)**

**return result[0]['item\_id']**

**except Exception as e:**

**print(f"Purchase item creation error: {e}")**

**return None**

**def get\_purchase\_items(self, filters: Dict[str, Any] = None) -> List[Dict[str, Any]]:**

**"""구매 품목 목록 조회**

**Args:**

**filters: 필터 조건**

**- category\_id: 카테고리 ID**

**- status: 상태**

**- date\_from: 시작 날짜**

**- date\_to: 종료 날짜**

**- requested\_by: 요청자 ID**

**- search\_term: 검색어**

**Returns:**

**구매 품목 목록**

**"""**

**try:**

**base\_query = """**

**SELECT pi.item\_id, pi.item\_number, pi.item\_name, pi.quantity,**

**pi.unit, pi.unit\_price, pi.total\_price, pi.currency,**

**pi.supplier\_name, pi.request\_date, pi.needed\_date,**

**pi.status, pi.notes,**

**pc.category\_name\_kr as category\_name,**

**u1.full\_name as requested\_by\_name,**

**u2.full\_name as approved\_by\_name,**

**pi.created\_at**

**FROM purchase\_items pi**

**LEFT JOIN purchase\_categories pc ON pi.category\_id = pc.category\_id**

**LEFT JOIN users u1 ON pi.requested\_by = u1.user\_id**

**LEFT JOIN users u2 ON pi.approved\_by = u2.user\_id**

**WHERE 1=1**

**"""**

**params = []**

**if filters:**

**if 'category\_id' in filters and filters['category\_id']:**

**base\_query += " AND pi.category\_id = %s"**

**params.append(filters['category\_id'])**

**if 'status' in filters and filters['status']:**

**base\_query += " AND pi.status = %s"**

**params.append(filters['status'])**

**if 'date\_from' in filters and filters['date\_from']:**

**base\_query += " AND pi.request\_date >= %s"**

**params.append(filters['date\_from'])**

**if 'date\_to' in filters and filters['date\_to']:**

**base\_query += " AND pi.request\_date <= %s"**

**params.append(filters['date\_to'])**

**if 'requested\_by' in filters and filters['requested\_by']:**

**base\_query += " AND pi.requested\_by = %s"**

**params.append(filters['requested\_by'])**

**if 'search\_term' in filters and filters['search\_term']:**

**base\_query += " AND (pi.item\_name ILIKE %s OR pi.item\_number ILIKE %s OR pi.supplier\_name ILIKE %s)"**

**search\_param = f"%{filters['search\_term']}%"**

**params.extend([search\_param, search\_param, search\_param])**

**base\_query += " ORDER BY pi.request\_date DESC, pi.item\_number DESC"**

**return self.db.execute\_query(base\_query, params)**

**except Exception as e:**

**print(f"Get purchase items error: {e}")**

**return []**

**def get\_purchase\_item\_by\_id(self, item\_id: int) -> Optional[Dict[str, Any]]:**

**"""구매 품목 상세 조회"""**

**try:**

**query = """**

**SELECT pi.\*, pc.category\_name\_kr as category\_name,**

**u1.full\_name as requested\_by\_name,**

**u2.full\_name as approved\_by\_name**

**FROM purchase\_items pi**

**LEFT JOIN purchase\_categories pc ON pi.category\_id = pc.category\_id**

**LEFT JOIN users u1 ON pi.requested\_by = u1.user\_id**

**LEFT JOIN users u2 ON pi.approved\_by = u2.user\_id**

**WHERE pi.item\_id = %s**

**"""**

**result = self.db.execute\_query(query, (item\_id,))**

**return result[0] if result else None**

**except Exception as e:**

**print(f"Get purchase item by ID error: {e}")**

**return None**

**def update\_purchase\_item(self, item\_id: int, purchase\_data: Dict[str, Any]) -> bool:**

**"""구매 품목 수정"""**

**try:**

**# 총 금액 재계산**

**total\_price = purchase\_data['quantity'] \* purchase\_data['unit\_price']**

**update\_query = """**

**UPDATE purchase\_items SET**

**category\_id = %s,**

**item\_name = %s,**

**quantity = %s,**

**unit = %s,**

**unit\_price = %s,**

**total\_price = %s,**

**currency = %s,**

**supplier\_name = %s,**

**request\_date = %s,**

**needed\_date = %s,**

**notes = %s,**

**updated\_at = %s**

**WHERE item\_id = %s**

**"""**

**values = (**

**purchase\_data['category\_id'],**

**purchase\_data['item\_name'],**

**purchase\_data['quantity'],**

**purchase\_data.get('unit', 'EA'),**

**purchase\_data['unit\_price'],**

**total\_price,**

**purchase\_data.get('currency', 'USD'),**

**purchase\_data.get('supplier\_name', ''),**

**purchase\_data['request\_date'],**

**purchase\_data.get('needed\_date'),**

**purchase\_data.get('notes', ''),**

**datetime.now(),**

**item\_id**

**)**

**self.db.execute\_query(update\_query, values)**

**return True**

**except Exception as e:**

**print(f"Purchase item update error: {e}")**

**return False**

**def update\_purchase\_status(self, item\_id: int, status: str, approved\_by: int = None) -> bool:**

**"""구매 상태 변경"""**

**try:**

**if status == 'approved' and approved\_by:**

**query = """**

**UPDATE purchase\_items**

**SET status = %s, approved\_by = %s, updated\_at = %s**

**WHERE item\_id = %s**

**"""**

**params = (status, approved\_by, datetime.now(), item\_id)**

**else:**

**query = """**

**UPDATE purchase\_items**

**SET status = %s, updated\_at = %s**

**WHERE item\_id = %s**

**"""**

**params = (status, datetime.now(), item\_id)**

**self.db.execute\_query(query, params)**

**return True**

**except Exception as e:**

**print(f"Purchase status update error: {e}")**

**return False**

**def delete\_purchase\_item(self, item\_id: int) -> bool:**

**"""구매 품목 삭제"""**

**try:**

**# 승인된 상태가 아닌 경우에만 삭제 가능**

**status\_query = "SELECT status FROM purchase\_items WHERE item\_id = %s"**

**result = self.db.execute\_query(status\_query, (item\_id,))**

**if result and result[0]['status'] in ['approved', 'ordered', 'received']:**

**return False # 승인 이후 상태에서는 삭제 불가**

**delete\_query = "DELETE FROM purchase\_items WHERE item\_id = %s"**

**self.db.execute\_query(delete\_query, (item\_id,))**

**return True**

**except Exception as e:**

**print(f"Purchase item deletion error: {e}")**

**return False**

**def get\_purchase\_categories(self) -> List[Dict[str, Any]]:**

**"""구매 카테고리 목록 조회"""**

**try:**

**query = """**

**SELECT category\_id, category\_name, category\_name\_kr, description**

**FROM purchase\_categories**

**WHERE is\_active = true**

**ORDER BY category\_name\_kr**

**"""**

**return self.db.execute\_query(query)**

**except Exception as e:**

**print(f"Get purchase categories error: {e}")**

**return []**

**def get\_purchase\_statistics(self, year: int = None, month: int = None) -> Dict[str, Any]:**

**"""구매 통계 조회"""**

**try:**

**base\_query = """**

**SELECT**

**COUNT(\*) as total\_count,**

**COUNT(CASE WHEN status = 'pending' THEN 1 END) as pending\_count,**

**COUNT(CASE WHEN status = 'approved' THEN 1 END) as approved\_count,**

**COUNT(CASE WHEN status = 'ordered' THEN 1 END) as ordered\_count,**

**COUNT(CASE WHEN status = 'received' THEN 1 END) as received\_count,**

**SUM(total\_price) as total\_amount,**

**SUM(CASE WHEN status = 'approved' THEN total\_price ELSE 0 END) as approved\_amount**

**FROM purchase\_items**

**WHERE 1=1**

**"""**

**params = []**

**if year:**

**base\_query += " AND EXTRACT(YEAR FROM request\_date) = %s"**

**params.append(year)**

**if month:**

**base\_query += " AND EXTRACT(MONTH FROM request\_date) = %s"**

**params.append(month)**

**result = self.db.execute\_query(base\_query, params)**

**return result[0] if result else {}**

**except Exception as e:**

**print(f"Purchase statistics error: {e}")**

**return {}**

**def export\_purchase\_items\_to\_csv(self, filters: Dict[str, Any] = None) -> io.StringIO:**

**"""구매 품목을 CSV로 내보내기"""**

**try:**

**items = self.get\_purchase\_items(filters)**

**# DataFrame 생성**

**df = pd.DataFrame(items)**

**# 컬럼 순서 및 이름 정리**

**if not df.empty:**

**df = df[['item\_number', 'category\_name', 'item\_name', 'quantity',**

**'unit', 'unit\_price', 'total\_price', 'currency',**

**'supplier\_name', 'request\_date', 'needed\_date', 'status',**

**'requested\_by\_name', 'approved\_by\_name', 'notes']]**

**df.columns = ['구매번호', '카테고리', '품목명', '수량', '단위',**

**'단가', '총금액', '통화', '공급업체', '요청일',**

**'필요일', '상태', '요청자', '승인자', '비고']**

**# CSV 문자열로 변환**

**output = io.StringIO()**

**df.to\_csv(output, index=False, encoding='utf-8-sig')**

**output.seek(0)**

**return output**

**except Exception as e:**

**print(f"Export purchase items error: {e}")**

**return None**

**class PurchaseApprovalWorkflow:**

**"""구매 승인 워크플로우 클래스"""**

**def \_\_init\_\_(self, db\_connection):**

**self.db = db\_connection**

**self.auto\_approval\_limit = 1000 # USD 기준 자동 승인 한도**

**def get\_approval\_limit(self) -> float:**

**"""자동 승인 한도 조회"""**

**try:**

**query = """**

**SELECT setting\_value FROM system\_settings**

**WHERE setting\_key = 'auto\_approve\_limit'**

**"""**

**result = self.db.execute\_query(query)**

**if result:**

**return float(result[0]['setting\_value'])**

**return self.auto\_approval\_limit**

**except Exception as e:**

**print(f"Get approval limit error: {e}")**

**return self.auto\_approval\_limit**

**def check\_auto\_approval(self, purchase\_amount: float) -> bool:**

**"""자동 승인 가능 여부 확인"""**

**approval\_limit = self.get\_approval\_limit()**

**return purchase\_amount <= approval\_limit**

**def auto\_approve\_purchase(self, item\_id: int, system\_user\_id: int = 1) -> bool:**

**"""자동 승인 처리"""**

**try:**

**# 구매 품목 정보 조회**

**item = self.get\_purchase\_item\_by\_id(item\_id)**

**if not item:**

**return False**

**# 자동 승인 가능 여부 확인**

**if not self.check\_auto\_approval(item['total\_price']):**

**return False**

**# 자동 승인 처리**

**purchase\_mgmt = PurchaseManagement(self.db)**

**return purchase\_mgmt.update\_purchase\_status(item\_id, 'approved', system\_user\_id)**

**except Exception as e:**

**print(f"Auto approve purchase error: {e}")**

**return False**

**def get\_pending\_approvals(self, user\_id: int = None) -> List[Dict[str, Any]]:**

**"""승인 대기 목록 조회"""**

**try:**

**query = """**

**SELECT pi.item\_id, pi.item\_number, pi.item\_name,**

**pi.total\_price, pi.currency, pi.request\_date,**

**u.full\_name as requested\_by\_name,**

**pc.category\_name\_kr as category\_name**

**FROM purchase\_items pi**

**LEFT JOIN users u ON pi.requested\_by = u.user\_id**

**LEFT JOIN purchase\_categories pc ON pi.category\_id = pc.category\_id**

**WHERE pi.status = 'pending'**

**ORDER BY pi.request\_date DESC**

**"""**

**return self.db.execute\_query(query)**

**except Exception as e:**

**print(f"Get pending approvals error: {e}")**

**return []**

**class PurchaseValidator:**

**"""구매 요청 유효성 검증 클래스"""**

**@staticmethod**

**def validate\_purchase\_data(data: Dict[str, Any]) -> List[str]:**

**"""구매 데이터 유효성 검증**

**Returns:**

**오류 메시지 목록 (빈 리스트면 유효함)**

**"""**

**errors = []**

**# 필수 필드 검증**

**required\_fields = ['category\_id', 'item\_name', 'quantity', 'unit\_price', 'request\_date']**

**for field in required\_fields:**

**if field not in data or not data[field]:**

**errors.append(f"{field}는 필수 입력 항목입니다.")**

**# 수량 검증**

**if 'quantity' in data and data['quantity']:**

**if data['quantity'] <= 0:**

**errors.append("수량은 0보다 큰 값이어야 합니다.")**

**# 단가 검증**

**if 'unit\_price' in data and data['unit\_price']:**

**if data['unit\_price'] <= 0:**

**errors.append("단가는 0보다 큰 값이어야 합니다.")**

**# 날짜 검증**

**if 'request\_date' in data and data['request\_date']:**

**if data['request\_date'] > datetime.now().date():**

**errors.append("요청일은 오늘 이후 날짜일 수 없습니다.")**

**if 'needed\_date' in data and data['needed\_date'] and 'request\_date' in data:**

**if data['needed\_date'] < data['request\_date']:**

**errors.append("필요일은 요청일 이후여야 합니다.")**

**return errors**

**3.5 지출 요청서 시스템 (Expense Request)**

**# 지출 요청서 시스템 함수 설계**

**# modules/general\_affairs/expense\_request.py**

**from typing import List, Dict, Any, Optional**

**from datetime import datetime**

**import pandas as pd**

**import io**

**class ExpenseRequestManagement:**

**"""지출 요청서 관리 클래스"""**

**def \_\_init\_\_(self, db\_connection):**

**self.db = db\_connection**

**def generate\_expense\_number(self, date: datetime = None) -> str:**

**"""지출 요청서 번호 자동 생성**

**Format: YMV-Eyymmdd-count**

**Args:**

**date: 요청 날짜 (기본값: 오늘)**

**Returns:**

**생성된 지출 요청서 번호**

**"""**

**try:**

**if date is None:**

**date = datetime.now()**

**# 날짜 포맷 (yymmdd)**

**date\_str = date.strftime("%y%m%d")**

**# 해당 날짜의 지출 요청서 개수 조회**

**count\_query = """**

**SELECT COUNT(\*) as count**

**FROM expense\_requests**

**WHERE request\_number LIKE %s**

**"""**

**pattern = f"YMV-E{date\_str}-%"**

**result = self.db.execute\_query(count\_query, (pattern,))**

**count = result[0]['count'] + 1**

**return f"YMV-E{date\_str}-{count:03d}"**

**except Exception as e:**

**print(f"Expense number generation error: {e}")**

**return None**

**def create\_expense\_request(self, expense\_data: Dict[str, Any]) -> Optional[int]:**

**"""지출 요청서 생성**

**Args:**

**expense\_data: 지출 요청 정보**

**- requester\_id: 요청자 ID**

**- department: 부서**

**- expense\_type: 지출 유형**

**- description: 설명**

**- amount: 금액**

**- currency: 통화**

**- payment\_method: 결제 방법**

**- request\_date: 요청일**

**- notes: 비고**

**Returns:**

**생성된 지출 요청서 ID (실패시 None)**

**"""**

**try:**

**# 요청서 번호 생성**

**request\_number = self.generate\_expense\_number(expense\_data.get('request\_date'))**

**if not request\_number:**

**return None**

**insert\_query = """**

**INSERT INTO expense\_requests (**

**request\_number, requester\_id, department, expense\_type,**

**description, amount, currency, payment\_method, request\_date,**

**notes, created\_at**

**) VALUES (**

**%s, %s, %s, %s, %s, %s, %s, %s, %s, %s, %s**

**) RETURNING request\_id**

**"""**

**values = (**

**request\_number,**

**expense\_data['requester\_id'],**

**expense\_data.get('department', ''),**

**expense\_data['expense\_type'],**

**expense\_data['description'],**

**expense\_data['amount'],**

**expense\_data.get('currency', 'USD'),**

**expense\_data.get('payment\_method', 'bank\_transfer'),**

**expense\_data['request\_date'],**

**expense\_data.get('notes', ''),**

**datetime.now()**

**)**

**result = self.db.execute\_query(insert\_query, values)**

**return result[0]['request\_id']**

**except Exception as e:**

**print(f"Expense request creation error: {e}")**

**return None**

**def get\_expense\_requests(self, filters: Dict[str, Any] = None) -> List[Dict[str, Any]]:**

**"""지출 요청서 목록 조회**

**Args:**

**filters: 필터 조건**

**- requester\_id: 요청자 ID**

**- department: 부서**

**- expense\_type: 지출 유형**

**- status: 상태**

**- date\_from: 시작 날짜**

**- date\_to: 종료 날짜**

**- search\_term: 검색어**

**Returns:**

**지출 요청서 목록**

**"""**

**try:**

**base\_query = """**

**SELECT er.request\_id, er.request\_number, er.request\_date,**

**er.department, er.expense\_type, er.description,**

**er.amount, er.currency, er.payment\_method, er.status,**

**u1.full\_name as requester\_name,**

**u2.full\_name as approved\_by\_name,**

**er.approved\_at, er.paid\_at, er.created\_at**

**FROM expense\_requests er**

**LEFT JOIN users u1 ON er.requester\_id = u1.user\_id**

**LEFT JOIN users u2 ON er.approved\_by = u2.user\_id**

**WHERE 1=1**

**"""**

**params = []**

**if filters:**

**if 'requester\_id' in filters and filters['requester\_id']:**

**base\_query += " AND er.requester\_id = %s"**

**params.append(filters['requester\_id'])**

**if 'department' in filters and filters['department']:**

**base\_query += " AND er.department = %s"**

**params.append(filters['department'])**

**if 'expense\_type' in filters and filters['expense\_type']:**

**base\_query += " AND er.expense\_type = %s"**

**params.append(filters['expense\_type'])**

**if 'status' in filters and filters['status']:**

**base\_query += " AND er.status = %s"**

**params.append(filters['status'])**

**if 'date\_from' in filters and filters['date\_from']:**

**base\_query += " AND er.request\_date >= %s"**

**params.append(filters['date\_from'])**

**if 'date\_to' in filters and filters['date\_to']:**

**base\_query += " AND er.request\_date <= %s"**

**params.append(filters['date\_to'])**

**if 'search\_term' in filters and filters['search\_term']:**

**base\_query += " AND (er.request\_number ILIKE %s OR er.description ILIKE %s)"**

**search\_param = f"%{filters['search\_term']}%"**

**params.extend([search\_param, search\_param])**

**base\_query += " ORDER BY er.request\_date DESC, er.request\_number DESC"**

**return self.db.execute\_query(base\_query, params)**

**except Exception as e:**

**print(f"Get expense requests error: {e}")**

**return []**

**def get\_expense\_request\_by\_id(self, request\_id: int) -> Optional[Dict[str, Any]]:**

**"""지출 요청서 상세 조회"""**

**try:**

**query = """**

**SELECT er.\*, u1.full\_name as requester\_name,**

**u2.full\_name as approved\_by\_name**

**FROM expense\_requests er**

**LEFT JOIN users u1 ON er.requester\_id = u1.user\_id**

**LEFT JOIN users u2 ON er.approved\_by = u2.user\_id**

**WHERE er.request\_id = %s**

**"""**

**result = self.db.execute\_query(query, (request\_id,))**

**return result[0] if result else None**

**except Exception as e:**

**print(f"Get expense request by ID error: {e}")**

**return None**

**def update\_expense\_request(self, request\_id: int, expense\_data: Dict[str, Any]) -> bool:**

**"""지출 요청서 수정"""**

**try:**

**update\_query = """**

**UPDATE expense\_requests SET**

**department = %s,**

**expense\_type = %s,**

**description = %s,**

**amount = %s,**

**currency = %s,**

**payment\_method = %s,**

**request\_date = %s,**

**notes = %s,**

**updated\_at = %s**

**WHERE request\_id = %s AND status = 'pending'**

**"""**

**values = (**

**expense\_data.get('department', ''),**

**expense\_data['expense\_type'],**

**expense\_data['description'],**

**expense\_data['amount'],**

**expense\_data.get('currency', 'USD'),**

**expense\_data.get('payment\_method', 'bank\_transfer'),**

**expense\_data['request\_date'],**

**expense\_data.get('notes', ''),**

**datetime.now(),**

**request\_id**

**)**

**result = self.db.execute\_query(update\_query, values)**

**return result.rowcount > 0 if hasattr(result, 'rowcount') else True**

**except Exception as e:**

**print(f"Expense request update error: {e}")**

**return False**

**def approve\_expense\_request(self, request\_id: int, approved\_by: int, notes: str = None) -> bool:**

**"""지출 요청서 승인"""**

**try:**

**update\_query = """**

**UPDATE expense\_requests SET**

**status = 'approved',**

**approved\_by = %s,**

**approved\_at = %s,**

**notes = CASE**

**WHEN %s IS NOT NULL THEN CONCAT(COALESCE(notes, ''), '\n승인 메모: ', %s)**

**ELSE notes**

**END,**

**updated\_at = %s**

**WHERE request\_id = %s AND status = 'pending'**

**"""**

**values = (**

**approved\_by,**

**datetime.now(),**

**notes,**

**notes,**

**datetime.now(),**

**request\_id**

**)**

**self.db.execute\_query(update\_query, values)**

**return True**

**except Exception as e:**

**print(f"Expense request approval error: {e}")**

**return False**

**def reject\_expense\_request(self, request\_id: int, rejected\_by: int, reason: str) -> bool:**

**"""지출 요청서 거부"""**

**try:**

**update\_query = """**

**UPDATE expense\_requests SET**

**status = 'rejected',**

**approved\_by = %s,**

**approved\_at = %s,**

**notes = CONCAT(COALESCE(notes, ''), '\n거부 사유: ', %s),**

**updated\_at = %s**

**WHERE request\_id = %s AND status = 'pending'**

**"""**

**values = (**

**rejected\_by,**

**datetime.now(),**

**reason,**

**datetime.now(),**

**request\_id**

**)**

**self.db.execute\_query(update\_query, values)**

**return True**

**except Exception as e:**

**print(f"Expense request rejection error: {e}")**

**return False**

**def mark\_as\_paid(self, request\_id: int) -> bool:**

**"""지출 요청서 결제 완료 처리"""**

**try:**

**update\_query = """**

**UPDATE expense\_requests SET**

**status = 'paid',**

**paid\_at = %s,**

**updated\_at = %s**

**WHERE request\_id = %s AND status = 'approved'**

**"""**

**values = (datetime.now(), datetime.now(), request\_id)**

**self.db.execute\_query(update\_query, values)**

**return True**

**except Exception as e:**

**print(f"Mark expense as paid error: {e}")**

**return False**

**def delete\_expense\_request(self, request\_id: int) -> bool:**

**"""지출 요청서 삭제 (대기 상태에서만 가능)"""**

**try:**

**# 상태 확인**

**status\_query = "SELECT status FROM expense\_requests WHERE request\_id = %s"**

**result = self.db.execute\_query(status\_query, (request\_id,))**

**if result and result[0]['status'] != 'pending':**

**return False # 대기 상태가 아니면 삭제 불가**

**delete\_query = "DELETE FROM expense\_requests WHERE request\_id = %s"**

**self.db.execute\_query(delete\_query, (request\_id,))**

**return True**

**except Exception as e:**

**print(f"Expense request deletion error: {e}")**

**return False**

**def get\_expense\_types(self) -> List[Dict[str, str]]:**

**"""지출 유형 목록 조회"""**

**expense\_types = [**

**{'value': 'business\_trip', 'label': '출장비'},**

**{'value': 'office\_supply', 'label': '사무용품'},**

**{'value': 'entertainment', 'label': '접대비'},**

**{'value': 'training', 'label': '교육비'},**

**{'value': 'transport', 'label': '교통비'},**

**{'value': 'meal', 'label': '식비'},**

**{'value': 'communication', 'label': '통신비'},**

**{'value': 'equipment', 'label': '장비구입'},**

**{'value': 'maintenance', 'label': '유지보수'},**

**{'value': 'marketing', 'label': '마케팅'},**

**{'value': 'other', 'label': '기타'}**

**]**

**return expense\_types**

**def get\_payment\_methods(self) -> List[Dict[str, str]]:**

**"""결제 방법 목록 조회"""**

**payment\_methods = [**

**{'value': 'cash', 'label': '현금'},**

**{'value': 'bank\_transfer', 'label': '계좌이체'},**

**{'value': 'corporate\_card', 'label': '법인카드'},**

**{'value': 'check', 'label': '수표'},**

**{'value': 'other', 'label': '기타'}**

**]**

**return payment\_methods**

**def get\_expense\_statistics(self, year: int = None, month: int = None) -> Dict[str, Any]:**

**"""지출 요청서 통계 조회"""**

**try:**

**base\_query = """**

**SELECT**

**COUNT(\*) as total\_count,**

**COUNT(CASE WHEN status = 'pending' THEN 1 END) as pending\_count,**

**COUNT(CASE WHEN status = 'approved' THEN 1 END) as approved\_count,**

**COUNT(CASE WHEN status = 'rejected' THEN 1 END) as rejected\_count,**

**COUNT(CASE WHEN status = 'paid' THEN 1 END) as paid\_count,**

**SUM(amount) as total\_amount,**

**SUM(CASE WHEN status = 'approved' THEN amount ELSE 0 END) as approved\_amount,**

**SUM(CASE WHEN status = 'paid' THEN amount ELSE 0 END) as paid\_amount**

**FROM expense\_requests**

**WHERE 1=1**

**"""**

**params = []**

**if year:**

**base\_query += " AND EXTRACT(YEAR FROM request\_date) = %s"**

**params.append(year)**

**if month:**

**base\_query += " AND EXTRACT(MONTH FROM request\_date) = %s"**

**params.append(month)**

**result = self.db.execute\_query(base\_query, params)**

**return result[0] if result else {}**

**except Exception as e:**

**print(f"Expense statistics error: {e}")**

**return {}**

**def get\_department\_expenses(self, year: int = None, month: int = None) -> List[Dict[str, Any]]:**

**"""부서별 지출 통계"""**

**try:**

**base\_query = """**

**SELECT**

**department,**

**COUNT(\*) as request\_count,**

**SUM(amount) as total\_amount,**

**SUM(CASE WHEN status = 'paid' THEN amount ELSE 0 END) as paid\_amount**

**FROM expense\_requests**

**WHERE department IS NOT NULL AND department != ''**

**"""**

**params = []**

**if year:**

**base\_query += " AND EXTRACT(YEAR FROM request\_date) = %s"**

**params.append(year)**

**if month:**

**base\_query += " AND EXTRACT(MONTH FROM request\_date) = %s"**

**params.append(month)**

**base\_query += " GROUP BY department ORDER BY total\_amount DESC"**

**return self.db.execute\_query(base\_query, params)**

**except Exception as e:**

**print(f"Department expenses error: {e}")**

**return []**

**def export\_expense\_requests\_to\_csv(self, filters: Dict[str, Any] = None) -> io.StringIO:**

**"""지출 요청서를 CSV로 내보내기"""**

**try:**

**requests = self.get\_expense\_requests(filters)**

**# DataFrame 생성**

**df = pd.DataFrame(requests)**

**# 컬럼 순서 및 이름 정리**

**if not df.empty:**

**df = df[['request\_number', 'request\_date', 'department',**

**'expense\_type', 'description', 'amount', 'currency',**

**'payment\_method', 'status', 'requester\_name',**

**'approved\_by\_name', 'approved\_at', 'paid\_at']]**

**df.columns = ['요청번호', '요청일', '부서', '지출유형', '설명',**

**'금액', '통화', '결제방법', '상태', '요청자',**

**'승인자', '승인일', '결제일']**

**# CSV 문자열로 변환**

**output = io.StringIO()**

**df.to\_csv(output, index=False, encoding='utf-8-sig')**

**output.seek(0)**

**return output**

**except Exception as e:**

**print(f"Export expense requests error: {e}")**

**return None**

**class ExpenseValidator:**

**"""지출 요청서 유효성 검증 클래스"""**

**@staticmethod**

**def validate\_expense\_data(data: Dict[str, Any]) -> List[str]:**

**"""지출 요청서 데이터 유효성 검증**

**Returns:**

**오류 메시지 목록 (빈 리스트면 유효함)**

**"""**

**errors = []**

**# 필수 필드 검증**

**required\_fields = ['expense\_type', 'description', 'amount', 'request\_date']**

**for field in required\_fields:**

**if field not in data or not data[field]:**

**errors.append(f"{field}는 필수 입력 항목입니다.")**

**# 금액 검증**

**if 'amount' in data and data['amount']:**

**if data['amount'] <= 0:**

**errors.append("금액은 0보다 큰 값이어야 합니다.")**

**if data['amount'] > 1000000: # 100만 달러 제한**

**errors.append("금액이 너무 큽니다. 관리자에게 문의하세요.")**

**# 날짜 검증**

**if 'request\_date' in data and data['request\_date']:**

**if data['request\_date'] > datetime.now().date():**

**errors.append("요청일은 오늘 이후 날짜일 수 없습니다.")**

**# 설명 길이 검증**

**if 'description' in data and data['description']:**

**if len(data['description']) < 5:**

**errors.append("설명은 최소 5자 이상 입력해야 합니다.")**

**if len(data['description']) > 500:**

**errors.append("설명은 500자를 초과할 수 없습니다.")**

**return errors**

**3.6 공통 유틸리티 및 파일 처리**

**# 공통 유틸리티 및 파일 처리 함수 설계**

**# shared/utils.py**

**import re**

**import json**

**from typing import Any, Dict, List, Optional, Union**

**from datetime import datetime, date**

**from decimal import Decimal**

**import locale**

**class FormatUtils:**

**"""포맷팅 유틸리티 클래스"""**

**@staticmethod**

**def format\_currency(amount: Union[int, float, Decimal], currency: str = 'USD',**

**locale\_code: str = 'ko\_KR') -> str:**

**"""통화 포맷팅 (천단위 콤마)**

**Args:**

**amount: 금액**

**currency: 통화 코드**

**locale\_code: 로케일 코드**

**Returns:**

**포맷된 통화 문자열**

**"""**

**try:**

**# 천단위 콤마 추가**

**formatted\_amount = f"{amount:,.2f}"**

**# 통화별 기호 매핑**

**currency\_symbols = {**

**'USD': '$',**

**'KRW': '₩',**

**'VND': '₫',**

**'CNY': '¥',**

**'THB': '฿'**

**}**

**symbol = currency\_symbols.get(currency, currency)**

**# 소수점 제거 (원화, 동화의 경우)**

**if currency in ['KRW', 'VND']:**

**formatted\_amount = f"{int(amount):,}"**

**return f"{symbol} {formatted\_amount}"**

**except Exception as e:**

**return str(amount)**

**@staticmethod**

**def format\_date(date\_obj: Union[date, datetime, str], format\_str: str = '%Y-%m-%d') -> str:**

**"""날짜 포맷팅"""**

**try:**

**if isinstance(date\_obj, str):**

**# 문자열인 경우 datetime으로 변환**

**date\_obj = datetime.strptime(date\_obj, '%Y-%m-%d').date()**

**elif isinstance(date\_obj, datetime):**

**date\_obj = date\_obj.date()**

**return date\_obj.strftime(format\_str)**

**except Exception as e:**

**return str(date\_obj)**

**@staticmethod**

**def format\_phone(phone: str) -> str:**

**"""전화번호 포맷팅"""**

**try:**

**# 숫자만 추출**

**digits = re.sub(r'\D', '', phone)**

**# 한국 전화번호 포맷**

**if len(digits) == 11 and digits.startswith('010'):**

**return f"{digits[:3]}-{digits[3:7]}-{digits[7:]}"**

**elif len(digits) == 10:**

**return f"{digits[:3]}-{digits[3:6]}-{digits[6:]}"**

**return phone**

**except Exception as e:**

**return phone**

**@staticmethod**

**def truncate\_text(text: str, max\_length: int = 50, suffix: str = '...') -> str:**

**"""텍스트 자르기"""**

**if len(text) <= max\_length:**

**return text**

**return text[:max\_length - len(suffix)] + suffix**

**class ValidationUtils:**

**"""유효성 검증 유틸리티 클래스"""**

**@staticmethod**

**def is\_valid\_email(email: str) -> bool:**

**"""이메일 유효성 검증"""**

**pattern = r'^[a-zA-Z0-9.\_%+-]+@[a-zA-Z0-9.-]+\.[a-zA-Z]{2,}$'**

**return re.match(pattern, email) is not None**

**@staticmethod**

**def is\_valid\_phone(phone: str) -> bool:**

**"""전화번호 유효성 검증"""**

**# 숫자, 하이픈, 괄호, 공백, + 기호만 허용**

**pattern = r'^[\d\-\(\)\s\+]+$'**

**return re.match(pattern, phone) is not None**

**@staticmethod**

**def is\_valid\_business\_number(business\_number: str) -> bool:**

**"""사업자등록번호 유효성 검증 (한국 기준)"""**

**# 숫자만 추출**

**digits = re.sub(r'\D', '', business\_number)**

**if len(digits) != 10:**

**return False**

**# 체크섬 검증**

**check\_digits = [1, 3, 7, 1, 3, 7, 1, 3, 5]**

**total = sum(int(digits[i]) \* check\_digits[i] for i in range(9))**

**check\_digit = (10 - (total % 10)) % 10**

**return int(digits[9]) == check\_digit**

**@staticmethod**

**def sanitize\_filename(filename: str) -> str:**

**"""파일명 안전하게 만들기"""**

**# 위험한 문자 제거**

**sanitized = re.sub(r'[<>:"/\\|?\*]', '\_', filename)**

**# 연속된 공백을 하나로**

**sanitized = re.sub(r'\s+', ' ', sanitized)**

**# 앞뒤 공백 제거**

**return sanitized.strip()**

**class DateTimeUtils:**

**"""날짜/시간 유틸리티 클래스"""**

**@staticmethod**

**def get\_current\_date() -> date:**

**"""현재 날짜 반환"""**

**return datetime.now().date()**

**@staticmethod**

**def get\_current\_datetime() -> datetime:**

**"""현재 날짜시간 반환"""**

**return datetime.now()**

**@staticmethod**

**def get\_month\_range(year: int, month: int) -> tuple:**

**"""월의 시작일과 종료일 반환"""**

**from calendar import monthrange**

**start\_date = date(year, month, 1)**

**\_, last\_day = monthrange(year, month)**

**end\_date = date(year, month, last\_day)**

**return start\_date, end\_date**

**@staticmethod**

**def get\_quarter\_range(year: int, quarter: int) -> tuple:**

**"""분기의 시작일과 종료일 반환"""**

**quarter\_months = {**

**1: (1, 3),**

**2: (4, 6),**

**3: (7, 9),**

**4: (10, 12)**

**}**

**start\_month, end\_month = quarter\_months[quarter]**

**start\_date = date(year, start\_month, 1)**

**from calendar import monthrange**

**\_, last\_day = monthrange(year, end\_month)**

**end\_date = date(year, end\_month, last\_day)**

**return start\_date, end\_date**

**@staticmethod**

**def is\_weekend(date\_obj: date) -> bool:**

**"""주말 여부 확인"""**

**return date\_obj.weekday() >= 5 # 5: 토요일, 6: 일요일**

**# shared/file\_handler.py**

**import os**

**import csv**

**import json**

**import pandas as pd**

**from io import StringIO, BytesIO**

**from typing import List, Dict, Any, Optional**

**import zipfile**

**import tempfile**

**class FileHandler:**

**"""파일 처리 클래스"""**

**def \_\_init\_\_(self, upload\_dir: str = 'uploads', export\_dir: str = 'exports'):**

**self.upload\_dir = upload\_dir**

**self.export\_dir = export\_dir**

**self.\_ensure\_directories()**

**def \_ensure\_directories(self):**

**"""디렉토리 생성"""**

**os.makedirs(self.upload\_dir, exist\_ok=True)**

**os.makedirs(self.export\_dir, exist\_ok=True)**

**def save\_uploaded\_file(self, uploaded\_file, subfolder: str = '') -> str:**

**"""업로드된 파일 저장**

**Args:**

**uploaded\_file: Streamlit 업로드 파일 객체**

**subfolder: 하위 폴더명**

**Returns:**

**저장된 파일 경로**

**"""**

**try:**

**# 안전한 파일명 생성**

**safe\_filename = ValidationUtils.sanitize\_filename(uploaded\_file.name)**

**timestamp = datetime.now().strftime('%Y%m%d\_%H%M%S')**

**filename = f"{timestamp}\_{safe\_filename}"**

**# 저장 경로**

**save\_dir = os.path.join(self.upload\_dir, subfolder) if subfolder else self.upload\_dir**

**os.makedirs(save\_dir, exist\_ok=True)**

**file\_path = os.path.join(save\_dir, filename)**

**# 파일 저장**

**with open(file\_path, 'wb') as f:**

**f.write(uploaded\_file.getbuffer())**

**return file\_path**

**except Exception as e:**

**print(f"File save error: {e}")**

**return None**

**def read\_csv\_file(self, file\_path: str, encoding: str = 'utf-8') -> Optional[pd.DataFrame]:**

**"""CSV 파일 읽기"""**

**try:**

**# 여러 인코딩 시도**

**encodings = [encoding, 'utf-8-sig', 'cp949', 'euc-kr']**

**for enc in encodings:**

**try:**

**df = pd.read\_csv(file\_path, encoding=enc)**

**return df**

**except UnicodeDecodeError:**

**continue**

**# 모든 인코딩 실패시 에러**

**raise ValueError("Unable to read CSV file with any encoding")**

**except Exception as e:**

**print(f"CSV read error: {e}")**

**return None**

**def write\_csv\_file(self, data: List[Dict[str, Any]], filename: str,**

**subfolder: str = '') -> str:**

**"""CSV 파일 쓰기"""**

**try:**

**# 저장 경로**

**save\_dir = os.path.join(self.export\_dir, subfolder) if subfolder else self.export\_dir**

**os.makedirs(save\_dir, exist\_ok=True)**

**timestamp = datetime.now().strftime('%Y%m%d\_%H%M%S')**

**safe\_filename = ValidationUtils.sanitize\_filename(filename)**

**file\_path = os.path.join(save\_dir, f"{timestamp}\_{safe\_filename}")**

**# DataFrame으로 변환 후 CSV 저장**

**df = pd.DataFrame(data)**

**df.to\_csv(file\_path, index=False, encoding='utf-8-sig')**

**return file\_path**

**except Exception as e:**

**print(f"CSV write error: {e}")**

**return None**

**def create\_zip\_file(self, files: List[str], zip\_filename: str) -> str:**

**"""여러 파일을 ZIP으로 압축"""**

**try:**

**zip\_path = os.path.join(self.export\_dir, zip\_filename)**

**with zipfile.ZipFile(zip\_path, 'w', zipfile.ZIP\_DEFLATED) as zipf:**

**for file\_path in files:**

**if os.path.exists(file\_path):**

**# 파일명만 추출하여 ZIP 내부 경로로 사용**

**arcname = os.path.basename(file\_path)**

**zipf.write(file\_path, arcname)**

**return zip\_path**

**except Exception as e:**

**print(f"ZIP creation error: {e}")**

**return None**

**def cleanup\_old\_files(self, days: int = 7):**

**"""오래된 파일 정리"""**

**try:**

**current\_time = datetime.now()**

**for directory in [self.upload\_dir, self.export\_dir]:**

**if not os.path.exists(directory):**

**continue**

**for root, dirs, files in os.walk(directory):**

**for file in files:**

**file\_path = os.path.join(root, file)**

**# 파일 수정 시간 확인**

**file\_time = datetime.fromtimestamp(os.path.getmtime(file\_path))**

**# 지정된 일수보다 오래된 파일 삭제**

**if (current\_time - file\_time).days > days:**

**os.remove(file\_path)**

**print(f"Deleted old file: {file\_path}")**

**except Exception as e:**

**print(f"Cleanup error: {e}")**

**def get\_file\_info(self, file\_path: str) -> Dict[str, Any]:**

**"""파일 정보 조회"""**

**try:**

**if not os.path.exists(file\_path):**

**return None**

**stat = os.stat(file\_path)**

**return {**

**'filename': os.path.basename(file\_path),**

**'size': stat.st\_size,**

**'size\_mb': round(stat.st\_size / (1024 \* 1024), 2),**

**'created\_time': datetime.fromtimestamp(stat.st\_ctime),**

**'modified\_time': datetime.fromtimestamp(stat.st\_mtime),**

**'extension': os.path.splitext(file\_path)[1].lower()**

**}**

**except Exception as e:**

**print(f"File info error: {e}")**

**return None**

**class ConfigManager:**

**"""설정 관리 클래스"""**

**def \_\_init\_\_(self, config\_file: str = 'config.json'):**

**self.config\_file = config\_file**

**self.\_config = self.\_load\_config()**

**def \_load\_config(self) -> Dict[str, Any]:**

**"""설정 파일 로드"""**

**try:**

**if os.path.exists(self.config\_file):**

**with open(self.config\_file, 'r', encoding='utf-8') as f:**

**return json.load(f)**

**return {}**

**except Exception as e:**

**print(f"Config load error: {e}")**

**return {}**

**def \_save\_config(self):**

**"""설정 파일 저장"""**

**try:**

**with open(self.config\_file, 'w', encoding='utf-8') as f:**

**json.dump(self.\_config, f, indent=2, ensure\_ascii=False)**

**except Exception as e:**

**print(f"Config save error: {e}")**

**def get(self, key: str, default: Any = None) -> Any:**

**"""설정값 조회"""**

**return self.\_config.get(key, default)**

**def set(self, key: str, value: Any):**

**"""설정값 설정"""**

**self.\_config[key] = value**

**self.\_save\_config()**

**def update(self, config\_dict: Dict[str, Any]):**

**"""설정 업데이트"""**

**self.\_config.update(config\_dict)**

**self.\_save\_config()**

**class LogManager:**

**"""로그 관리 클래스"""**

**def \_\_init\_\_(self, log\_file: str = 'app.log'):**

**self.log\_file = log\_file**

**def log(self, level: str, message: str, user\_id: int = None):**

**"""로그 기록"""**

**try:**

**timestamp = datetime.now().strftime('%Y-%m-%d %H:%M:%S')**

**user\_info = f"[User: {user\_id}]" if user\_id else "[System]"**

**log\_entry = f"{timestamp} [{level.upper()}] {user\_info} {message}\n"**

**with open(self.log\_file, 'a', encoding='utf-8') as f:**

**f.write(log\_entry)**

**except Exception as e:**

**print(f"Logging error: {e}")**

**def info(self, message: str, user\_id: int = None):**

**"""정보 로그"""**

**self.log('info', message, user\_id)**

**def warning(self, message: str, user\_id: int = None):**

**"""경고 로그"""**

**self.log('warning', message, user\_id)**

**def error(self, message: str, user\_id: int = None):**

**"""에러 로그"""**

**self.log('error', message, user\_id)**

**def get\_recent\_logs(self, lines: int = 100) -> List[str]:**

**"""최근 로그 조회"""**

**try:**

**if not os.path.exists(self.log\_file):**

**return []**

**with open(self.log\_file, 'r', encoding='utf-8') as f:**

**all\_lines = f.readlines()**

**return all\_lines[-lines:]**

**except Exception as e:**

**print(f"Get logs error: {e}")**

**return []**

**# 전역 인스턴스들**

**format\_utils = FormatUtils()**

**validation\_utils = ValidationUtils()**

**datetime\_utils = DateTimeUtils()**

**file\_handler = FileHandler()**

**config\_manager = ConfigManager()**

**log\_manager = LogManager()**

**4. UI/UX 설계**

**4.1 메뉴 구조**

**YMV 관리 시스템**

**├── 대시보드**

**├── 총무**

**│ ├── 구매 관리**

**│ │ ├── 구매 요청 목록**

**│ │ ├── 새 구매 요청**

**│ │ └── 구매 승인 관리**

**│ └── 지출 요청서**

**│ ├── 지출 요청 목록**

**│ ├── 새 지출 요청**

**│ └── 지출 승인 관리**

**├── 영업**

**│ ├── 고객 관리**

**│ │ ├── 고객 목록**

**│ │ └── 고객 등록**

**│ └── 견적서 관리**

**│ ├── 견적서 목록**

**│ ├── 견적서 작성**

**│ └── 견적서 통계**

**└── 시스템 관리**

**├── 제품 관리**

**│ ├── 제품 목록**

**│ ├── 제품 등록**

**│ └── CSV 업로드**

**├── 사용자 관리**

**└── 시스템 설정**

**4.2 화면 레이아웃 설계**

**# UI 컴포넌트 설계**

**# shared/components.py**

**import streamlit as st**

**import pandas as pd**

**from typing import List, Dict, Any, Optional, Callable**

**from datetime import datetime, date**

**class UIComponents:**

**"""공통 UI 컴포넌트 클래스"""**

**@staticmethod**

**def render\_page\_header(title: str, subtitle: str = None, show\_divider: bool = True):**

**"""페이지 헤더 렌더링"""**

**st.title(title)**

**if subtitle:**

**st.caption(subtitle)**

**if show\_divider:**

**st.divider()**

**@staticmethod**

**def render\_info\_box(title: str, value: str, delta: str = None,**

**delta\_color: str = "normal"):**

**"""정보 박스 렌더링"""**

**st.metric(**

**label=title,**

**value=value,**

**delta=delta,**

**delta\_color=delta\_color**

**)**

**@staticmethod**

**def render\_status\_badge(status: str) -> str:**

**"""상태 배지 렌더링"""**

**status\_colors = {**

**'pending': '',**

**'approved': '',**

**'rejected': '',**

**'draft': '⚪',**

**'sent': '',**

**'accepted': '✅',**

**'expired': '⚫',**

**'paid': '',**

**'ordered': '',**

**'received': '✅'**

**}**

**status\_texts = {**

**'pending': '대기중',**

**'approved': '승인됨',**

**'rejected': '거부됨',**

**'draft': '임시저장',**

**'sent': '발송됨',**

**'accepted': '수락됨',**

**'expired': '만료됨',**

**'paid': '결제완료',**

**'ordered': '주문됨',**

**'received': '입고됨'**

**}**

**icon = status\_colors.get(status, '⚪')**

**text = status\_texts.get(status, status)**

**return f"{icon} {text}"**

**@staticmethod**

**def render\_data\_table(data: List[Dict[str, Any]],**

**columns: List[Dict[str, str]] = None,**

**actions: List[Dict[str, Any]] = None,**

**key\_column: str = 'id',**

**page\_size: int = 20) -> Optional[Any]:**

**"""데이터 테이블 렌더링**

**Args:**

**data: 테이블 데이터**

**columns: 컬럼 설정 [{'key': 'field\_name', 'label': '컬럼명', 'type': 'text|currency|date|status'}]**

**actions: 액션 버튼 [{'label': '수정', 'key': 'edit', 'color': 'primary'}]**

**key\_column: 키 컬럼명**

**page\_size: 페이지 크기**

**Returns:**

**선택된 행의 키 값 또는 액션 정보**

**"""**

**if not data:**

**st.info("표시할 데이터가 없습니다.")**

**return None**

**# DataFrame 생성**

**df = pd.DataFrame(data)**

**# 페이지네이션**

**total\_rows = len(df)**

**total\_pages = (total\_rows - 1) // page\_size + 1**

**if total\_pages > 1:**

**col1, col2, col3 = st.columns([1, 2, 1])**

**with col2:**

**page = st.selectbox("페이지", range(1, total\_pages + 1)) - 1**

**else:**

**page = 0**

**start\_idx = page \* page\_size**

**end\_idx = min(start\_idx + page\_size, total\_rows)**

**page\_df = df.iloc[start\_idx:end\_idx]**

**# 컬럼 설정이 있으면 적용**

**if columns:**

**display\_df = page\_df.copy()**

**for col\_config in columns:**

**field\_key = col\_config['key']**

**if field\_key in display\_df.columns:**

**col\_type = col\_config.get('type', 'text')**

**if col\_type == 'currency':**

**display\_df[field\_key] = display\_df[field\_key].apply(**

**lambda x: f"${x:,.2f}" if pd.notnull(x) else ""**

**)**

**elif col\_type == 'date':**

**display\_df[field\_key] = pd.to\_datetime(display\_df[field\_key]).dt.strftime('%Y-%m-%d')**

**elif col\_type == 'status':**

**display\_df[field\_key] = display\_df[field\_key].apply(**

**lambda x: UIComponents.render\_status\_badge(x) if pd.notnull(x) else ""**

**)**

**# 컬럼명 변경**

**column\_mapping = {col['key']: col['label'] for col in columns if col['key'] in display\_df.columns}**

**display\_df = display\_df.rename(columns=column\_mapping)**

**else:**

**display\_df = page\_df**

**# 테이블 표시**

**selected\_rows = st.dataframe(**

**display\_df,**

**use\_container\_width=True,**

**hide\_index=True,**

**selection\_mode="single-row" if actions else None**

**)**

**# 액션 버튼 처리**

**if actions and selected\_rows and len(selected\_rows.selection.rows) > 0:**

**selected\_idx = selected\_rows.selection.rows[0]**

**selected\_row = page\_df.iloc[selected\_idx]**

**st.write("\*\*선택된 항목에 대한 작업:\*\*")**

**action\_cols = st.columns(len(actions))**

**for i, action in enumerate(actions):**

**with action\_cols[i]:**

**if st.button(**

**action['label'],**

**key=f"action\_{action['key']}\_{selected\_row[key\_column]}",**

**type=action.get('color', 'secondary')**

**):**

**return {**

**'action': action['key'],**

**'row\_data': selected\_row.to\_dict(),**

**'key\_value': selected\_row[key\_column]**

**}**

**return None**

**@staticmethod**

**def render\_search\_filters(filters\_config: List[Dict[str, Any]]) -> Dict[str, Any]:**

**"""검색 필터 렌더링**

**Args:**

**filters\_config: 필터 설정**

**[{'key': 'status', 'label': '상태', 'type': 'selectbox', 'options': [...]}]**

**Returns:**

**필터 값들의 딕셔너리**

**"""**

**st.subheader("🔍 검색 및 필터")**

**filter\_values = {}**

**# 필터 그룹을 2개씩 나누어 배치**

**for i in range(0, len(filters\_config), 2):**

**cols = st.columns(2)**

**for j, col in enumerate(cols):**

**if i + j < len(filters\_config):**

**filter\_config = filters\_config[i + j]**

**with col:**

**filter\_key = filter\_config['key']**

**filter\_type = filter\_config['type']**

**filter\_label = filter\_config['label']**

**if filter\_type == 'text':**

**filter\_values[filter\_key] = st.text\_input(**

**filter\_label,**

**key=f"filter\_{filter\_key}"**

**)**

**elif filter\_type == 'selectbox':**

**options = ['전체'] + filter\_config.get('options', [])**

**selected = st.selectbox(**

**filter\_label,**

**options,**

**key=f"filter\_{filter\_key}"**

**)**

**filter\_values[filter\_key] = None if selected == '전체' else selected**

**elif filter\_type == 'date':**

**filter\_values[filter\_key] = st.date\_input(**

**filter\_label,**

**key=f"filter\_{filter\_key}"**

**)**

**elif filter\_type == 'date\_range':**

**date\_col1, date\_col2 = st.columns(2)**

**with date\_col1:**

**filter\_values[f"{filter\_key}\_from"] = st.date\_input(**

**f"{filter\_label} 시작",**

**key=f"filter\_{filter\_key}\_from"**

**)**

**with date\_col2:**

**filter\_values[f"{filter\_key}\_to"] = st.date\_input(**

**f"{filter\_label} 종료",**

**key=f"filter\_{filter\_key}\_to"**

**)**

**# 검색 버튼**

**search\_col, reset\_col = st.columns([1, 1])**

**with search\_col:**

**search\_clicked = st.button("🔍 검색", type="primary")**

**with reset\_col:**

**reset\_clicked = st.button("🔄 초기화")**

**if reset\_clicked:**

**# 세션 스테이트의 필터 관련 키들 삭제**

**for config in filters\_config:**

**key\_to\_delete = f"filter\_{config['key']}"**

**if key\_to\_delete in st.session\_state:**

**del st.session\_state[key\_to\_delete]**

**# date\_range의 경우 추가 키들도 삭제**

**if config['type'] == 'date\_range':**

**for suffix in ['\_from', '\_to']:**

**key\_to\_delete = f"filter\_{config['key']}{suffix}"**

**if key\_to\_delete in st.session\_state:**

**del st.session\_state[key\_to\_delete]**

**st.rerun()**

**# None 값 제거**

**return {k: v for k, v in filter\_values.items() if v is not None and v != ''}**

**@staticmethod**

**def render\_form\_field(field\_config: Dict[str, Any], value: Any = None) -> Any:**

**"""폼 필드 렌더링**

**Args:**

**field\_config: 필드 설정**

**{**

**'key': 'field\_key',**

**'label': '필드명',**

**'type': 'text|number|date|selectbox|textarea|file',**

**'required': True/False,**

**'options': [...], # selectbox용**

**'help': '도움말'**

**}**

**value: 기본값**

**Returns:**

**입력된 값**

**"""**

**field\_key = field\_config['key']**

**field\_type = field\_config['type']**

**field\_label = field\_config['label']**

**required = field\_config.get('required', False)**

**help\_text = field\_config.get('help', None)**

**# 필수 필드 표시**

**if required:**

**field\_label += " \*"**

**if field\_type == 'text':**

**return st.text\_input(**

**field\_label,**

**value=value or "",**

**key=f"form\_{field\_key}",**

**help=help\_text**

**)**

**elif field\_type == 'number':**

**return st.number\_input(**

**field\_label,**

**value=float(value) if value else 0.0,**

**key=f"form\_{field\_key}",**

**help=help\_text**

**)**

**elif field\_type == 'date':**

**default\_value = value if value else date.today()**

**return st.date\_input(**

**field\_label,**

**value=default\_value,**

**key=f"form\_{field\_key}",**

**help=help\_text**

**)**

**elif field\_type == 'selectbox':**

**options = field\_config.get('options', [])**

**index = 0**

**if value and value in options:**

**index = options.index(value)**

**return st.selectbox(**

**field\_label,**

**options,**

**index=index,**

**key=f"form\_{field\_key}",**

**help=help\_text**

**)**

**elif field\_type == 'textarea':**

**return st.text\_area(**

**field\_label,**

**value=value or "",**

**key=f"form\_{field\_key}",**

**help=help\_text**

**)**

**elif field\_type == 'file':**

**return st.file\_uploader(**

**field\_label,**

**key=f"form\_{field\_key}",**

**help=help\_text**

**)**

**else:**

**st.error(f"지원하지 않는 필드 타입: {field\_type}")**

**return None**

**@staticmethod**

**def render\_form(form\_config: List[Dict[str, Any]],**

**submit\_label: str = "저장",**

**cancel\_label: str = "취소",**

**initial\_values: Dict[str, Any] = None) -> Dict[str, Any]:**

**"""폼 렌더링**

**Args:**

**form\_config: 폼 필드 설정 리스트**

**submit\_label: 제출 버튼 레이블**

**cancel\_label: 취소 버튼 레이블**

**initial\_values: 초기값 딕셔너리**

**Returns:**

**폼 데이터 또는 액션 정보**

**"""**

**form\_data = {}**

**# 폼 필드들 렌더링**

**for field\_config in form\_config:**

**field\_key = field\_config['key']**

**initial\_value = initial\_values.get(field\_key) if initial\_values else None**

**form\_data[field\_key] = UIComponents.render\_form\_field(field\_config, initial\_value)**

**# 버튼들**

**st.divider()**

**col1, col2 = st.columns([1, 1])**

**with col1:**

**submit\_clicked = st.button(submit\_label, type="primary")**

**with col2:**

**cancel\_clicked = st.button(cancel\_label)**

**if submit\_clicked:**

**# 필수 필드 검증**

**errors = []**

**for field\_config in form\_config:**

**if field\_config.get('required', False):**

**field\_key = field\_config['key']**

**if not form\_data[field\_key]:**

**errors.append(f"{field\_config['label']}는 필수 입력 항목입니다.")**

**if errors:**

**for error in errors:**

**st.error(error)**

**return None**

**return {'action': 'submit', 'data': form\_data}**

**if cancel\_clicked:**

**return {'action': 'cancel'}**

**return None**

**@staticmethod**

**def render\_confirmation\_dialog(message: str, confirm\_label: str = "확인",**

**cancel\_label: str = "취소") -> Optional[bool]:**

**"""확인 다이얼로그 렌더링"""**

**st.warning(message)**

**col1, col2 = st.columns(2)**

**with col1:**

**if st.button(confirm\_label, type="primary"):**

**return True**

**with col2:**

**if st.button(cancel\_label):**

**return False**

**return None**

**@staticmethod**

**def render\_statistics\_cards(stats: List[Dict[str, Any]]):**

**"""통계 카드들 렌더링**

**Args:**

**stats: 통계 데이터**

**[{'title': '제목', 'value': '값', 'delta': '변화량', 'color': '색상'}]**

**"""**

**if not stats:**

**return**

**# 카드 수에 따라 컬럼 분할**

**num\_cards = len(stats)**

**cols = st.columns(num\_cards)**

**for i, stat in enumerate(stats):**

**with cols[i]:**

**UIComponents.render\_info\_box(**

**title=stat['title'],**

**value=stat['value'],**

**delta=stat.get('delta'),**

**delta\_color=stat.get('color', 'normal')**

**)**

**@staticmethod**

**def render\_export\_section(export\_functions: List[Dict[str, Any]]):**

**"""내보내기 섹션 렌더링**

**Args:**

**export\_functions: 내보내기 함수들**

**[{'label': 'CSV 내보내기', 'key': 'csv', 'function': export\_csv\_func}]**

**"""**

**st.subheader("📤 데이터 내보내기")**

**cols = st.columns(len(export\_functions))**

**for i, export\_func in enumerate(export\_functions):**

**with cols[i]:**

**if st.button(export\_func['label'], key=f"export\_{export\_func['key']}"):**

**try:**

**# 내보내기 함수 실행**

**result = export\_func['function']()**

**if result:**

**st.success(f"{export\_func['label']} 완료!")**

**# 다운로드 링크 제공 로직 추가 가능**

**else:**

**st.error("내보내기 실패")**

**except Exception as e:**

**st.error(f"내보내기 중 오류가 발생했습니다: {str(e)}")**

**class NavigationManager:**

**"""네비게이션 관리 클래스"""**

**@staticmethod**

**def render\_sidebar\_menu(menu\_config: Dict[str, Any], user\_info: Dict[str, Any]) -> str:**

**"""사이드바 메뉴 렌더링**

**Args:**

**menu\_config: 메뉴 설정**

**user\_info: 사용자 정보**

**Returns:**

**선택된 페이지 키**

**"""**

**with st.sidebar:**

**# 사용자 정보**

**st.write(f"👤 \*\*{user\_info['full\_name']}\*\*")**

**st.write(f"🏢 {user\_info.get('department', '')}")**

**st.divider()**

**# 메뉴 항목들**

**selected\_page = None**

**for menu\_key, menu\_item in menu\_config.items():**

**if menu\_item.get('type') == 'page':**

**if st.button(menu\_item['label'], use\_container\_width=True):**

**selected\_page = menu\_key**

**elif menu\_item.get('type') == 'group':**

**with st.expander(menu\_item['label']):**

**for submenu\_key, submenu\_item in menu\_item.get('items', {}).items():**

**if st.button(submenu\_item['label'], key=submenu\_key):**

**selected\_page = submenu\_key**

**# 로그아웃 버튼**

**st.divider()**

**if st.button("🚪 로그아웃", use\_container\_width=True):**

**selected\_page = 'logout'**

**return selected\_page**

**@staticmethod**

**def get\_menu\_config(user\_role: str = 'user') -> Dict[str, Any]:**

**"""사용자 역할에 따른 메뉴 설정 반환"""**

**base\_menu = {**

**'dashboard': {**

**'type': 'page',**

**'label': '📊 대시보드',**

**'icon': ''**

**},**

**'general\_affairs': {**

**'type': 'group',**

**'label': '🏢 총무',**

**'items': {**

**'purchase\_list': {**

**'label': '📦 구매 관리',**

**'icon': ''**

**},**

**'expense\_list': {**

**'label': '💰 지출 요청서',**

**'icon': ''**

**}**

**}**

**},**

**'sales': {**

**'type': 'group',**

**'label': '💼 영업',**

**'items': {**

**'customer\_list': {**

**'label': '👥 고객 관리',**

**'icon': ''**

**},**

**'quotation\_list': {**

**'label': '📋 견적서 관리',**

**'icon': ''**

**}**

**}**

**}**

**}**

**# Master 사용자는 시스템 관리 메뉴 추가**

**if user\_role == 'master':**

**base\_menu['system'] = {**

**'type': 'group',**

**'label': '⚙️ 시스템 관리',**

**'items': {**

**'product\_list': {**

**'label': '📦 제품 관리',**

**'icon': ''**

**},**

**'user\_management': {**

**'label': '👤 사용자 관리',**

**'icon': ''**

**},**

**'system\_settings': {**

**'label': '⚙️ 시스템 설정',**

**'icon': '⚙️'**

**}**

**}**

**}**

**return base\_menu**

**4.3 PDF 생성 시스템**

**# PDF 생성 시스템 설계**

**# shared/pdf\_generator.py**

**from reportlab.lib.pagesizes import A4**

**from reportlab.lib.styles import getSampleStyleSheet, ParagraphStyle**

**from reportlab.lib.units import mm, inch**

**from reportlab.lib import colors**

**from reportlab.platypus import SimpleDocTemplate, Table, TableStyle, Paragraph, Spacer, Image**

**from reportlab.pdfbase import pdfmetrics**

**from reportlab.pdfbase.ttfonts import TTFont**

**from reportlab.lib.enums import TA\_CENTER, TA\_LEFT, TA\_RIGHT**

**from typing import Dict, List, Any, Optional**

**from datetime import datetime**

**import os**

**import io**

**class PDFGenerator:**

**"""PDF 생성 클래스"""**

**def \_\_init\_\_(self):**

**self.setup\_fonts()**

**self.page\_width, self.page\_height = A4**

**self.margin = 20 \* mm**

**def setup\_fonts(self):**

**"""한글 폰트 설정"""**

**try:**

**# 한글 폰트 등록 (나눔고딕)**

**font\_path = "fonts/NanumGothic.ttf"**

**if os.path.exists(font\_path):**

**pdfmetrics.registerFont(TTFont('NanumGothic', font\_path))**

**pdfmetrics.registerFont(TTFont('NanumGothic-Bold', 'fonts/NanumGothic-Bold.ttf'))**

**else:**

**# 기본 폰트 사용**

**print("한글 폰트를 찾을 수 없습니다. 기본 폰트를 사용합니다.")**

**except Exception as e:**

**print(f"폰트 설정 오류: {e}")**

**def get\_styles(self) -> Dict[str, ParagraphStyle]:**

**"""스타일 설정"""**

**styles = getSampleStyleSheet()**

**# 커스텀 스타일 정의**

**custom\_styles = {**

**'Title': ParagraphStyle(**

**'CustomTitle',**

**parent=styles['Title'],**

**fontName='NanumGothic-Bold',**

**fontSize=16,**

**alignment=TA\_CENTER,**

**spaceAfter=20**

**),**

**'Heading': ParagraphStyle(**

**'CustomHeading',**

**parent=styles['Heading2'],**

**fontName='NanumGothic-Bold',**

**fontSize=12,**

**alignment=TA\_LEFT,**

**spaceAfter=10**

**),**

**'Normal': ParagraphStyle(**

**'CustomNormal',**

**parent=styles['Normal'],**

**fontName='NanumGothic',**

**fontSize=9,**

**alignment=TA\_LEFT**

**),**

**'Center': ParagraphStyle(**

**'CustomCenter',**

**parent=styles['Normal'],**

**fontName='NanumGothic',**

**fontSize=9,**

**alignment=TA\_CENTER**

**),**

**'Right': ParagraphStyle(**

**'CustomRight',**

**parent=styles['Normal'],**

**fontName='NanumGothic',**

**fontSize=9,**

**alignment=TA\_RIGHT**

**)**

**}**

**return custom\_styles**

**def create\_quotation\_pdf(self, quotation\_data: Dict[str, Any],**

**company\_info: Dict[str, Any],**

**output\_path: str = None) -> bytes:**

**"""견적서 PDF 생성**

**Args:**

**quotation\_data: 견적서 데이터 (header + items)**

**company\_info: 회사 정보**

**output\_path: 출력 파일 경로 (None이면 바이트 반환)**

**Returns:**

**PDF 바이트 데이터**

**"""**

**buffer = io.BytesIO()**

**# PDF 문서 생성**

**doc = SimpleDocTemplate(**

**buffer,**

**pagesize=A4,**

**rightMargin=self.margin,**

**leftMargin=self.margin,**

**topMargin=self.margin,**

**bottomMargin=self.margin**

**)**

**# 스타일 가져오기**

**styles = self.get\_styles()**

**# 컨텐츠 리스트**

**content = []**

**header = quotation\_data['header']**

**items = quotation\_data['items']**

**# 1. 문서 제목**

**title = Paragraph("견 적 서", styles['Title'])**

**content.append(title)**

**content.append(Spacer(1, 20))**

**# 2. 회사 정보 및 견적서 정보 테이블**

**header\_data = [**

**['회사명:', company\_info.get('company\_name\_ko', ''), '견적번호:', header['quotation\_number']],**

**['주소:', company\_info.get('address\_ko', ''), '견적일:', header['quotation\_date'].strftime('%Y-%m-%d')],**

**['전화:', company\_info.get('phone', ''), '유효기간:', header['valid\_until'].strftime('%Y-%m-%d')],**

**['이메일:', company\_info.get('email', ''), '통화:', header['currency']]**

**]**

**header\_table = Table(header\_data, colWidths=[25\*mm, 70\*mm, 25\*mm, 50\*mm])**

**header\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**('BACKGROUND', (2, 0), (2, -1), colors.lightgrey),**

**]))**

**content.append(header\_table)**

**content.append(Spacer(1, 20))**

**# 3. 고객 정보**

**customer\_title = Paragraph("고객 정보", styles['Heading'])**

**content.append(customer\_title)**

**customer\_data = [**

**['회사명:', header['company\_name']],**

**['담당자:', header.get('contact\_person', '')],**

**['전화:', header.get('phone', '')],**

**['이메일:', header.get('email', '')],**

**['주소:', header.get('address', '')]**

**]**

**customer\_table = Table(customer\_data, colWidths=[30\*mm, 140\*mm])**

**customer\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**]))**

**content.append(customer\_table)**

**content.append(Spacer(1, 20))**

**# 4. 견적 상세 항목**

**items\_title = Paragraph("견적 내역", styles['Heading'])**

**content.append(items\_title)**

**# 테이블 헤더**

**items\_data = [**

**['No.', '제품코드', '제품명', '사양', '수량', '단위', '단가', '합계']**

**]**

**# 항목 데이터 추가**

**total\_amount = 0**

**for i, item in enumerate(items, 1):**

**item\_row = [**

**str(i),**

**item['product\_code'],**

**item['product\_name'],**

**item.get('specification', ''),**

**f"{item['quantity']:,.0f}",**

**item['unit'],**

**f"{item['unit\_price']:,.2f}",**

**f"{item['total\_price']:,.2f}"**

**]**

**items\_data.append(item\_row)**

**total\_amount += item['total\_price']**

**# 합계 행 추가**

**items\_data.append(['', '', '', '', '', '', '총 합계:', f"{total\_amount:,.2f}"])**

**items\_table = Table(**

**items\_data,**

**colWidths=[15\*mm, 25\*mm, 40\*mm, 30\*mm, 20\*mm, 15\*mm, 25\*mm, 25\*mm]**

**)**

**items\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 8),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('ALIGN', (0, 0), (-1, -1), 'CENTER'),**

**('ALIGN', (2, 1), (2, -2), 'LEFT'), # 제품명은 왼쪽 정렬**

**('ALIGN', (3, 1), (3, -2), 'LEFT'), # 사양은 왼쪽 정렬**

**('BACKGROUND', (0, 0), (-1, 0), colors.lightgrey), # 헤더 배경**

**('BACKGROUND', (0, -1), (-1, -1), colors.lightgrey), # 합계 행 배경**

**('FONTNAME', (0, 0), (-1, 0), 'NanumGothic-Bold'), # 헤더 볼드**

**('FONTNAME', (0, -1), (-1, -1), 'NanumGothic-Bold'), # 합계 행 볼드**

**]))**

**content.append(items\_table)**

**content.append(Spacer(1, 20))**

**# 5. 조건 및 비고**

**if header.get('payment\_terms') or header.get('delivery\_terms') or header.get('notes'):**

**conditions\_title = Paragraph("조건 및 비고", styles['Heading'])**

**content.append(conditions\_title)**

**conditions\_data = []**

**if header.get('payment\_terms'):**

**conditions\_data.append(['결제조건:', header['payment\_terms']])**

**if header.get('delivery\_terms'):**

**conditions\_data.append(['납기조건:', header['delivery\_terms']])**

**if header.get('notes'):**

**conditions\_data.append(['비고:', header['notes']])**

**if conditions\_data:**

**conditions\_table = Table(conditions\_data, colWidths=[30\*mm, 140\*mm])**

**conditions\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'TOP'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**]))**

**content.append(conditions\_table)**

**# PDF 생성**

**doc.build(content)**

**# 바이트 데이터 반환**

**buffer.seek(0)**

**pdf\_data = buffer.getvalue()**

**buffer.close()**

**# 파일로 저장 (옵션)**

**if output\_path:**

**with open(output\_path, 'wb') as f:**

**f.write(pdf\_data)**

**return pdf\_data**

**def create\_expense\_request\_pdf(self, expense\_data: Dict[str, Any],**

**company\_info: Dict[str, Any],**

**output\_path: str = None) -> bytes:**

**"""지출 요청서 PDF 생성"""**

**buffer = io.BytesIO()**

**doc = SimpleDocTemplate(**

**buffer,**

**pagesize=A4,**

**rightMargin=self.margin,**

**leftMargin=self.margin,**

**topMargin=self.margin,**

**bottomMargin=self.margin**

**)**

**styles = self.get\_styles()**

**content = []**

**# 1. 문서 제목**

**title = Paragraph("지 출 요 청 서", styles['Title'])**

**content.append(title)**

**content.append(Spacer(1, 20))**

**# 2. 기본 정보**

**basic\_info\_data = [**

**['요청번호:', expense\_data['request\_number'], '요청일:', expense\_data['request\_date'].strftime('%Y-%m-%d')],**

**['요청자:', expense\_data['requester\_name'], '부서:', expense\_data.get('department', '')],**

**['지출유형:', expense\_data['expense\_type'], '결제방법:', expense\_data.get('payment\_method', '')]**

**]**

**basic\_info\_table = Table(basic\_info\_data, colWidths=[25\*mm, 70\*mm, 25\*mm, 50\*mm])**

**basic\_info\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**('BACKGROUND', (2, 0), (2, -1), colors.lightgrey),**

**]))**

**content.append(basic\_info\_table)**

**content.append(Spacer(1, 20))**

**# 3. 지출 내역**

**expense\_details\_data = [**

**['지출 내역', expense\_data['description']],**

**['요청 금액', f"{expense\_data['currency']} {expense\_data['amount']:,.2f}"],**

**['비고', expense\_data.get('notes', '')]**

**]**

**expense\_details\_table = Table(expense\_details\_data, colWidths=[40\*mm, 130\*mm])**

**expense\_details\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'TOP'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**]))**

**content.append(expense\_details\_table)**

**content.append(Spacer(1, 30))**

**# 4. 승인란**

**approval\_title = Paragraph("승인란", styles['Heading'])**

**content.append(approval\_title)**

**approval\_data = [**

**['요청자', '부서장', '총무', '대표이사'],**

**['', '', '', ''],**

**['서명:', '서명:', '서명:', '서명:'],**

**['날짜:', '날짜:', '날짜:', '날짜:']**

**]**

**approval\_table = Table(approval\_data, colWidths=[42.5\*mm, 42.5\*mm, 42.5\*mm, 42.5\*mm])**

**approval\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('ALIGN', (0, 0), (-1, -1), 'CENTER'),**

**('BACKGROUND', (0, 0), (-1, 0), colors.lightgrey),**

**('ROWBACKGROUNDS', (0, 1), (-1, 1), [colors.white]),**

**('SPAN', (0, 1), (-1, 1)), # 빈 공간 (서명용)**

**]))**

**# 서명 공간 높이 설정**

**approval\_table.\_argH[1] = 30 # 두 번째 행 높이 30**

**content.append(approval\_table)**

**# PDF 생성**

**doc.build(content)**

**buffer.seek(0)**

**pdf\_data = buffer.getvalue()**

**buffer.close()**

**if output\_path:**

**with open(output\_path, 'wb') as f:**

**f.write(pdf\_data)**

**return pdf\_data**

**def create\_purchase\_request\_pdf(self, purchase\_data: Dict[str, Any],**

**company\_info: Dict[str, Any],**

**output\_path: str = None) -> bytes:**

**"""구매 요청서 PDF 생성"""**

**buffer = io.BytesIO()**

**doc = SimpleDocTemplate(**

**buffer,**

**pagesize=A4,**

**rightMargin=self.margin,**

**leftMargin=self.margin,**

**topMargin=self.margin,**

**bottomMargin=self.margin**

**)**

**styles = self.get\_styles()**

**content = []**

**# 1. 문서 제목**

**title = Paragraph("구 매 요 청 서", styles['Title'])**

**content.append(title)**

**content.append(Spacer(1, 20))**

**# 2. 기본 정보**

**basic\_info\_data = [**

**['요청번호:', purchase\_data['item\_number'], '요청일:', purchase\_data['request\_date'].strftime('%Y-%m-%d')],**

**['요청자:', purchase\_data['requested\_by\_name'], '카테고리:', purchase\_data['category\_name']],**

**['공급업체:', purchase\_data.get('supplier\_name', ''), '필요일:', purchase\_data.get('needed\_date', '').strftime('%Y-%m-%d') if purchase\_data.get('needed\_date') else '']**

**]**

**basic\_info\_table = Table(basic\_info\_data, colWidths=[25\*mm, 70\*mm, 25\*mm, 50\*mm])**

**basic\_info\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**('BACKGROUND', (2, 0), (2, -1), colors.lightgrey),**

**]))**

**content.append(basic\_info\_table)**

**content.append(Spacer(1, 20))**

**# 3. 구매 상세**

**purchase\_details\_data = [**

**['품목명', purchase\_data['item\_name']],**

**['수량', f"{purchase\_data['quantity']:,.0f} {purchase\_data['unit']}"],**

**['단가', f"{purchase\_data['currency']} {purchase\_data['unit\_price']:,.2f}"],**

**['총 금액', f"{purchase\_data['currency']} {purchase\_data['total\_price']:,.2f}"],**

**['비고', purchase\_data.get('notes', '')]**

**]**

**purchase\_details\_table = Table(purchase\_details\_data, colWidths=[40\*mm, 130\*mm])**

**purchase\_details\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'TOP'),**

**('BACKGROUND', (0, 0), (0, -1), colors.lightgrey),**

**]))**

**content.append(purchase\_details\_table)**

**content.append(Spacer(1, 30))**

**# 4. 승인란 (구매용)**

**approval\_title = Paragraph("승인란", styles['Heading'])**

**content.append(approval\_title)**

**approval\_data = [**

**['요청자', '부서장', '구매담당', '승인자'],**

**['', '', '', ''],**

**['서명:', '서명:', '서명:', '서명:'],**

**['날짜:', '날짜:', '날짜:', '날짜:']**

**]**

**approval\_table = Table(approval\_data, colWidths=[42.5\*mm, 42.5\*mm, 42.5\*mm, 42.5\*mm])**

**approval\_table.setStyle(TableStyle([**

**('FONTNAME', (0, 0), (-1, -1), 'NanumGothic'),**

**('FONTSIZE', (0, 0), (-1, -1), 9),**

**('GRID', (0, 0), (-1, -1), 0.5, colors.black),**

**('VALIGN', (0, 0), (-1, -1), 'MIDDLE'),**

**('ALIGN', (0, 0), (-1, -1), 'CENTER'),**

**('BACKGROUND', (0, 0), (-1, 0), colors.lightgrey),**

**]))**

**# 서명 공간 높이 설정**

**approval\_table.\_argH[1] = 30**

**content.append(approval\_table)**

**# PDF 생성**

**doc.build(content)**

**buffer.seek(0)**

**pdf\_data = buffer.getvalue()**

**buffer.close()**

**if output\_path:**

**with open(output\_path, 'wb') as f:**

**f.write(pdf\_data)**

**return pdf\_data**

**# PDF 생성 팩토리**

**class PDFFactory:**

**"""PDF 생성 팩토리 클래스"""**

**def \_\_init\_\_(self):**

**self.generator = PDFGenerator()**

**def create\_pdf(self, document\_type: str, data: Dict[str, Any],**

**company\_info: Dict[str, Any], output\_path: str = None) -> bytes:**

**"""문서 타입에 따른 PDF 생성**

**Args:**

**document\_type: 문서 타입 (quotation, expense\_request, purchase\_request)**

**data: 문서 데이터**

**company\_info: 회사 정보**

**output\_path: 출력 파일 경로**

**Returns:**

**PDF 바이트 데이터**

**"""**

**if document\_type == 'quotation':**

**return self.generator.create\_quotation\_pdf(data, company\_info, output\_path)**

**elif document\_type == 'expense\_request':**

**return self.generator.create\_expense\_request\_pdf(data, company\_info, output\_path)**

**elif document\_type == 'purchase\_request':**

**return self.generator.create\_purchase\_request\_pdf(data, company\_info, output\_path)**

**else:**

**raise ValueError(f"지원하지 않는 문서 타입: {document\_type}")**

**# 전역 PDF 팩토리 인스턴스**

**pdf\_factory = PDFFactory()**